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Front Cover Pattern: Electronic Sunflower

The pattern on the front and back cover
was produced using this GDDM program.

INTEGER TYPE, VAL, COUNT, N, M
REAL Al, A2, K1, K2, R1l, R2, X, Y
REAL XCEN, YCEN, XS, ¥S
K1=5.3333

K2=1.1

R1=2

XCEN=50

YCEN=50

CALL FSINIT

CALL GSPS(1.0,1.0)
K2=1.1*SQRT(2.4/K1)

A2=0
DO 40 M=1, 600
A2=A2+K1

R2=K2* (A2**_.5)

XS=R2*COS (A2)+XCEN

YS=R2*SIN(A2)+YCEN

DO 30 N=0, 5
Al=2.%3.142*(FLOAT(N)/5.)+A2
X=R1*COS (A1) +XS
Y=R1*SIN(Al)+YS
IF (N) 20,10,20

10 CALL GSMOVE(X,Y)
20 CALL GSLINE(X,Y)
30 CONTINUE

40 CONTINUE
CALL ASREAD (TYPE,VAL,COUNT)
CALL FSTERM
END



SC33-0337-0
File No. 5370/4300-40

G D DM

Application Programming
Guide

Program Numbers

GDDM/MVS 5665-356
GDDM/VM 5664-200

GDDM/VSE 5666-328
GDDM-PGF 5668-812

Version 2 Release 1

Licensed Programs
Volume 1



First Edition (September 1986)

This edition applies to Version 2, Release 1, Modification 0 of the following
members of the IBM GDDM Series of licensed programs:

GDDM/MVS  5665-356
GDDM/VM  5664-200
GDDM/VSE  5666-328
GDDM Interactive Map Definition 5668-801
GDDM-PGF  5668-812

Changes are made periodically to the information herein; before using this
publication in connection with the operation of IBM systems, consult the latest
IBM System|370, 30xx, and 4300 Processors Bibliography, GC20-0001, for the
editions that are applicable and current.

References in this publication to IBM products, programs, or services do not imply
that IBM intends to make these available in all countries in which IBM operates.
Any reference to an IBM licensed program in this publication is not intended to
state or imply that only IBM’s licensed program may be used. Any functionally
equivalent program may be used instead.

Publications are not stocked at the addresses given below. Requests for copies of
IBM publications should be made to your IBM representative or to the IBM
branch office serving your locality.

A form for readers’ comments is provided at the back of this publication. If the
form has been removed, comments may be addressed either to:

International Business Machines Corporation, Department 6R1H,
180 Kost Road, Mechanicsburg, PA. 17055, U.S.A.

or to:

IBM United Kingdom Laboratories Limited,
Information Development and Release, Mail Point 095,
Hursley Park, Winchester, Hampshire, England S021 2JN

IBM may use or distribute any of the information you supply in any way it
believes appropriate without incurring any obligation to you.

This Application Programming Guide contains sample programs. Permission is
hereby granted to copy and store the sample programs into a data processing
machine and to use the stored programs for study and instruction only. No
permission is granted to use the sample programs for any other purpose.

No other part of this manual may be reproduced in any form or by any means,
including storing in a data processing machine, without permission in writing from
IBM.

© Copyright International Business Machines Corporation 1982, 1983, 1984, 1986



Preface

What this book is about

The GDDM Application Programming Guide introduces the application
programming interfaces of GDDM, the Graphical Data Display Manager.

Who this book is for

This book is for application designers and programmers who are experienced in the
following areas:

e Application programming in the language in which the GDDM programs are to
be written. For example:

COBOL

FORTRAN

PL/T

SYSTEM/370 Assembler

o The subsystem under which the GDDM programs are to run. For example:
CICS/VS
IMS/VS
MVS/TSO
CMS subsystem of VM/SP
e The information contained in GDDM General Information, GC33-0319
How to use this book
This Application Programming Guide is in two volumes.

This first volume introduces the Base application programming interface of GDDM.

The second volume introduces the Presentation Graphics Facility application
programming interface of GDDM.

You can read the chapters of each volume sequentially, or just read those chapters
that concern you. The structure of both volumes is shown on the following page,
and detailed in the table of contents of each volume. The last part of each volume
is devoted to complete example programs. There is an index at the back of each
volume, that you can use for reference.
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Books from related libraries

The Graphics Control Program (GCP), which controls the 3270-PC/G and /GX work
stations, is described in:

GCP Work Station Programmer’s Guide and Reference, SC33-0208.

The Composed Document Printing Facility (CDPF), a prerequisite IBM program
product if you use the IBM 4250 printer, is introduced in:

Composed Document Printing Facility General Information, GC33-6133.
Fonts and code pages for the IBM 4250 Printer are illustrated in:
IBM 4250 Printer Type Font Catalog, G520-0004.

The Print Services Facility (PSF), an IBM program product that directs output to
the IBM 3800 Printing Subsystem Models 3 and 8, is introduced in:

IBM 3800 Printing Subsystem Model 38 Introduction, GA32-0049
Fonts for the 3800 Model 3 are illustrated in:

IBM 3800 Printing Subsystem Model 3 Font Catalog, SH35-0053
and for the 3800 Model 8 in:

IBM 3800 Printing Subsystem Model 8 Font Catalog, SH35-0054

The Document Composition Facility (DCF), which handles GDDM-created page
segments for composed page printers, is introduced in:

Document Composition Facility and Document Library Facility General
Information Manual, GH20-9158.

The DCF Script/VS language, and other DCF functions, such as the Font Library
Index Program, are described in:

Document Composition Facility Script/VS Language Reference, SH35-0070.
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Book structure

vi

VOLUME 1. Base facilities (this volume)

Part 1. GDDM basics . . . pages 3 through 123
Describes basic graphics and alphanumeric functions and the GDDM
hierarchy of concepts. This part tells you how to write and run simple GDDM
programs, generally of the menu-driven output graphics type.

Part 2. Advanced graphics . . . pages 125 through 215
Describes advanced graphics functions, including interactive graphics. This
part tells you how to structure and store your graphics data, and how to use
logical input devices to make your graphics interactive, without making them
device-dependent.

Part 3. Advanced text . .. pages 217 through 302
Describes the remainder of the text functions. These include symbol sets,
advanced procedural alphanumerics, and mapping.

Part 4. Image processing . . . pages 303 through 364
Introduces the principles behind image hardware, image data, and image
processing. This part shows you, through simple example programs, how to
capture, manipulate, save, restore, display, and print images.

Part 5. Device support, printing, plotting and windowing . . . pages 365
through 485
Describes device support, printing, and plotting. This part also shows you
ways to split a terminal screen into a number of separate logical areas, how to
prioritize those areas, and how the end user can interact with those areas.

Part 6. Example programs . . . pages 487 through 504

Appendixes ... pages 507 through 516

Glossary of GDDM terms . . . pages 517 through 529

Index to Volume 1 . .. page 531 onward.

VOLUME 2. Presentation Graphics Facility

Part 1. Business charts
Describes two ways of producing business charts from an application program.

Part 2. Example programs
Glossary of GDDM terms

Index to Volume 2
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Summary of amendments

Changes to this manual for Version 2 Release 1

Numerous changes in organization and scope have been made, particularly:

The guide has been divided into two volumes. See “Book structure” on page vi.

An appendix listing all GDDM calls has been removed. All the calls in the
Base API are listed and explained in the GDDM Base Programming Reference.
All the calls in the PGF API are listed and explained in the GDDM-PGF
Programming Reference. Also, all the calls that are covered in the guide are
listed in the index at the back of each volume.

The information in this volume has been changed to reflect the introduction of
Version 2 Release 1 of GDDM:

Support for the following devices:

— 3193 Display Station and 3117 and 3118 Scanners
— 4224 Printer

— 5080 Graphics System

— 6180 Plotter.

Withdrawn support for the 3277GA terminal.

Extension of the Base application programming interface (API) to support the
input, output, storage, and manipulation of images.

A wide range of improvements to the Base graphics APL

More flexible partition support.

Support for operator windowing. Several applications can share a screen, each
one running in its own window. Also, a single application can use several
operator windows of its own.

A call and processing options for handling user control.

A trace facility for API calls and internal GDDM processing.

Better operating characteristics on 5550 devices.
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Compatibility of Version 2 Release 1 with earlier releases

Programs that were written for Version 1, Releases 1 or 2 will execute on Version
2, Release 1, but will need to be link-edited again if they were not link-edited under
Version 1, Releases 3 or 4. Programs written for Version 1, Releases 3 or 4 do not
need to be link-edited again. Data streams, chart formats and data, symbol sets,
and map groups created under earlier releases can be used with Version 2 Release

1.

Incompatibilities

Programs that attempt to open a 3277GA terminal will fail because the 3277GA
is no longer supported.

A parameter value of zero on the GSCB or GSMB call will cause the current
default value to be used. With previous releases, the dimension was reduced to
Zero.

Segment transformations are now honored on family-4 (composed-page) printers,
even when a spill file is used. With previous releases, they were ignored.

NATLANG =K now means Kanji rather than Katakana. On terminals that do
not support double-byte character sets, US English will be used instead of
Kanji.

The local mode of operation that was previously available on work stations has
been dropped. Its functions have been taken over by user control. If the
terminal user presses PA3, then user control will be offered by default instead
of local mode. The LCLMODE option now affects only the way panning and
zooming is implemented.

The CHART call is no longer affected by preceding PG routine calls. The
exception is CHAREA, which you can use to define the area in which the ICU
constructs the chart.

With the ICU, if the chart area is altered, the size of vector markers alters
proportionately. Previously, the size of markers was independent of the chart
area.

The appearance of legends in charts created under the current release of PGF
differs from charts created under Version 1 Release 1.

Print files from earlier releases cannot be processed by Version 2 Release 1
print utilities.

Call format descriptor and APL request codes modules:

These modules can no longer be referred to and loaded by name. The only
method of accessing them is through the address obtained by a CALLINF
external defaults option in a SPINIT call. The meaning of the RCPPPGF flag
in the RCPPFLAG field of the call format descriptor has been changed. When
set on, it indicates that the call is not available in the GDDM Base programs,
instead of indicating that it is available in the Presentation Graphics Feature.
The name of the flag has been changed to RCPPOGP.
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Changes to this manual for Version 1 Release 4

The guide was changed to reflect the introduction of the following facilities in
Version 1 Release 4 of GDDM:

° Support for the following devices:
IBM 3179 Models G1 and G2 Color Graphics Display Station
— IBM 3270 Personal Computer/G and /GX (3270-PC/G and /GX) Work
Stations
— Plotters attached to the IEEE-488 port of a 3270-PC/G or /GX
— IBM 3800-3 Printing Subsystem Models 3 and 8
IBM 5550 Multistation (including support for Kanji alphanumerics).
St:rmg and stroke graphlcs input devices
Transformation, copying, and priority control of graphics segments
Storing graphics segments on external storage and retrieving them
Uniform graphics window coordinates
Explicit correlation of graphics segments and primitives
Kanji graphics text (as well as alphanumerics on the 5§550)
Nicknames to increase the flexibility of device support
Copying to family-1 and -3 devices (in addition to family-2)
Fonts and codepages for the IBM 4250 Printer
Improved printer spooling
Printing non-graphics data with the GDDM Print Utility
Tower charts
Polar charts
Exploded and three-dimensional pie charts
Bar charts with numeric axes, hidden bars, and extended bar labeling functions
Support for missing values in charts
More flexibility in chart labeling, markers, shading, and outlining.

In addition, numerous changes in organization and scope were made, particularly:

e The book was divided into six parts: a primer, followed by five parts devoted to
particular functional areas.

A chapter giving a short overview of all the text facilities was added.

A chapter introducing the graphics data format (GDF) was added.

An appendix summarizing the major types of supported device was added.

A heading indicating the devices covered was added to each page.

Compatibility of Version 1 Release 4 with earlier releases

Application programs written for use with earlier releases of GDDM and PGF will
run under Version 1 Release 4 without modification. They will need link-editing
again if they were link-edited under Version 1 Release 1 or 2, but not if they were
link-edited under Version Release 3. Data streams, chart formats and data, symbol
sets, and map groups created under earlier releases, can be used with Version 1
Release 4.

Print files from earlier releases cannot be processed by Version 1 Release 4 print

utilities. Data streams, chart formats and data, and vector symbol sets created
under Version 1 Release 4 cannot be used with earlier releases.
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Changes to this manual for Version 1 Release 3

The guide was changed to reflect the introduction of the following facilities in
Version 1 Release 3 of GDDM:

Support for the following devices:

— IBM 3277 Graphics Attachment RPQ (3277GA).

— IBM 3290 Information Panel.

— IBM 4250 Composed Page Printer.

Alphanumeric mapping and the Interactive Map Definition utility
(GDDM-IMD)

Partitioning the screen and scrolling

Interactive graphics

Segment attributes

Primitives outside segments

Support for color separation masters for in-house printing
Proportionally spaced graphics text

Scaled images (GSIMGS call)

Vector symbol markers and scaling of them (GSMSC call)
Fractional line widths (GSFLW call)

Line-width table for PGF charts (CHLW call)

A call (FSSHOR) that provides similar function to FSSHOW, but also returns
some input data

New fields in the Interactive Chart Utility (ICU) call parameter to support new
ICU function

New libraries of PL/I declarations.

In addition, numerous editorial improvements were made, particularly:

A COBOL example was added.

Constant parameters to GDDM calls were presented in a way that shows
whether they are fixed or floating point.

An appendix listing all GDDM calls was added.

Compatibility of Version 1 Release 3 with earlier releases

xxvi

Application programs written for use with earlier releases of GDDM and PGF will
run under Version 1 Release 3 without modification, but they must be link-edited
again. Data streams, chart formats and data, and symbol sets created under earlier
releases can be used with Version 1 Release 3.

Print files from earlier releases cannot be processed by Version 1 Release 3 print
utilities. Data streams, chart formats and data, and vector symbol sets created
under Version 1 Release 3 cannot be used with earlier releases.
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introduction

Chapter 1. Introduction

What this volume describes

GDDM is a family of IBM program products that make it possible for application
programs to produce graphics, alphanumerics, and images on display devices,
printers, and plotters, and to read input from display devices. These general
graphics, alphanumerics, and image, or base facilities are introduced in Parts 1 to
4 of this volume. Part 3 of this volume also contains some guidance on the optional
GDDM Interactive Map Definition (GDDM-IMD) product, which you can use in
conjunction with some of the alphanumeric facilities of GDDM Base.

The Presentation Graphics Facility (PGF) is a product that you use to create
business graphics, for example, line graphs or pie charts. An important part of
PGF is the Interactive Chart Utility (ICU), which allows business charts to be
drawn on a display screen by people with no programming knowledge. The PGF
and ICU are introduced in Volume 2 of this guide.

The GDDM application programming interface

All the base and PGF facilities are accessed by means of a call-type application
programming interface (API).

This guide is an introduction to GDDM, rather than a comprehensive reference
document. The GDDM Base Programming Reference, Volume 1 and GDDM-PGF
Programming Reference manuals have complete descriptions of all the calls and
their parameters.

Most of the examples given in the text are coded in PL/I, but the GDDM calls are
similar in the other supported languages — COBOL, FORTRAN, and System/370
Assembler. For example, these pairs of calls initialize GDDM and request a screen

read:
PL/I: CALL FSINIT;
CALL ASREAD(TYPE,MOD,COUNT) ;
FORTRAN: CALL FSINIT
CALL ASREAD(TYPE,MOD,COUNT)
COBOL: CALL 'FSINIT'.
CALL 'ASREAD' USING TYPE, MOD, COUNT.
ASSEMBLER: CALL FSINIT,(O0),VL

CALL ASREAD, (TYPE,MOD,COUNT) ,VL

Throughout this guide, floating-point constant parameters are shown with a
decimal point (for instance: 3.0), and fixed point without (for instance: 3).
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There is an Assembler example program in “Example 2. Assembler language
example” on page 493, and a COBOL example in Volume 2.

APL and BASIC programs can also call GDDM routines. However, the support is
provided by software associated with the languages, rather than by GDDM. There
is an APL example program in “Example 3. An APL2 example” on page 495, and a
BASIC one at “Example 4. BASIC example” on page 497. For further information,
you will need to refer to the manuals describing this language-related software.

The examples are intended to illustrate particular points about GDDM, not
necessarily to demonstrate good programming practice. For instance, a
well-written real application program might test the return codes from every
GDDM call and take special action to handle any errors. The examples do not in
general do this because it would obscure the main points.

All the examples use the GDDM non-reentrant interface. Two less commonly
used interfaces are available, the reentrant interface and the system
programmer interface. These are fully documented in the GDDM Base
Programming Reference manual.

Hardware and software

GDDM supports IBM 3179 Model G color display stations, IBM 3270
terminal-attached display units, including the 3270-PC/G and /GX family of work
stations, 5550 family multistations, 5080 graphics systems, 3270 terminal-attached
printers, IPDS printers, system printers, composed-page printers, and plotters.
Overviews of the major types of device are given in Appendix A, “Major types of
supported device” on page 507.

The examples and descriptions in this guide typically apply equally to IBM 3179
Model G color display stations (3179-G) or 3279 terminals running under the CMS
subsystem of VM/SP, unless otherwise stated or implied. Where appropriate,
device variations are listed at the end of chapters. Most of the examples would
require little or no change to execute on other terminals and under one of the
other supported subsystems, namely CICS/VS, IMS/VS, or TSO. Information about
running under these subsystems is given in the GDDM Base Programming
Reference manual.

All the color illustrations in both volumes of the GDDM Application Programming
Guide were produced by GDDM programs.
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Chapter 2. Drawing a simple picture

This chapter tells you how to write a program that draws a simple picture on the
screen of any GDDM-supported graphics display terminal.

When drawing pictures, there are two main types of call to GDDM. One type
requests the addition of a graphies primitive, such as a line or arc, to the picture:

CALL GSLINE(20.0,65.0); /* Draw a line to (x=20,y=65) */

To address points on the screen, GDDM uses a coordinate system of 0 through 100
in each direction, with the origin in the bottom left-hand corner, unless you specify
a different system.

The other type of call changes the value of a graphics attribute such as color,
line type, or line width:

CALL GSCOL(6); /* Change current color to yellow */

On color terminals this call causes all subsequently drawn primitives to appear in
yellow, until the color is changed again. (On monochrome devices, the call has no
effect.)

Figure 1 on page 8 shows a simple PL/I graphics program to draw a sketch of a
house, complete with a dimension. The output of the program is shown in Figure 2
on page 11. If you like, when you have read the explanation of the calls in the
program, you can copy it, and have a go at putting in the calls to draw some
windows.

The program introduces several important GDDM calls and concepts. These will
now be explained. The explanations refer to statements in the program that are
identified by letter. The identifications look like this in the program:

/*A*/
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SKETCH: PROC OPTIONS{(MAIN);
DCL (TYPE,MOD,COUNT) FIXED BIN(31); /* Parameters for ASREAD * /

CALL FSINIT; /* Initialize GDDM */ /*A*/
CALL GSSEG(O0); /* Create a graphics segment to */ /*B*/
/* contain the lines and text that *x/
/* make up the picture */
CALL GSCOL(7); /* Set color to neutral (white) X/ J*C*/
CALL GSLW(2); /* Set line width to thick *x/

/**************************

/* DRAW OUTLINE OF HOUSE */
/**************************/

CALL GSMOVE(20.0,70.0); /* Move current position to (X=20,Y=70)*/ /*D*/
CALL GSLINE(20.0,20.0); /* Draw line from current position to */
/* (X=20,Y=20) */
CALL GSLINE(80.0,20.0);
CALL GSLINE(80.0,70.0);
CALL GSLINE(20.0,70.0);
CALL GSMOVE(45.0,20.0); /* Move to begin drawing doorway */
CALL GSLINE(45.0,40.0);
CALL GSLINE(55.0,40.0);
CALL GSLINE(55.0,20.0);

**************************/

/* NOW DRAW THE ROOF *x/
JREEKI KKk R KRR AR KK RA KKK AN K /

Set color to red
Start an area - a shaded shape

CALL GSCOL(2); * */
* */
* Move to begin drawing roof :/
*

: /

CALL GSAREA(1);

CALL GSMOVE(15.0,70.0);
CALL GSLINE(35.0,95.0); Draw first edge of roof
CALL GSLINE(65.0,95.0); and so on...

CALL GSLINE(85.0,70.0);

CALL GSLINE(15.0,70.0);

CALL GSENDA; /* Area now complete, will be shaded */

Figure 1 (Part 1 of 2). “Sketch” sample graphics program
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**************************/

/* ADD DIMENSIONS *x/

/**************************/

CALL GSCOL(5); * Set color to turquoise *x/
CALL GSLW(1); * Set line width to normal */
CALL GSMOVE(20.0,15.0); /* Move to begin dimensioning */
CALL GSLINE(47.0,15.0); /* Draw first stroke of first arrow */
CALL GSMOVE(22.0,13.0); /* and so on... */

CALL GSLINE(20.0,15.0);
CALL GSLINE(22.0,17.0);

CALL GSCHAR(49.0,14.0,2,'50'); /* 2 characters at (x=49,y=14) */
CALL GSMOVE(53.0,15.0); /* Begin second arrow */
CALL GSLINE(80.0,15.0); /* and so on... */

CALL GSLINE(78.0,13.0);
CALL GSMOVE(78.0,17.0);
CALL GSLINE(80.0,15.0);
CALL GSCHAR(5.0,2.0,26,'All dimensions are in feet'

) ;
/* 26 characters at (x=5,y=2) */

**************************/

/* SEND PICTURE TO SCREEN */
JrEEEKE KKK KKK KR KRR KRR KKK /

CALL ASREAD(TYPE,MOD,COUNT); /* Send the picture to the screen */
* and await a response *

CALL FSTERM; /* Terminate GDDM */

$INCLUDE ADMUPINA; /* GDDM Entry declarations *x/

$INCLUDE ADMUPINF;
%$INCLUDE ADMUPING;

END SKETCH;

Figure 1 (Part 2 of 2). “Sketch” sample graphics program

Housekeeping: You are required or advised to put some housekeeping statements
into any GDDM graphics program:

The FSINIT call /*A*/ initializes GDDM and is compulsory. The FSTERM
call /*G*/ at the end is advised, to free all the storage and other resources
acquired by GDDM. Its omission may cause subsequent programs (or reruns of
the same program) to fail through lack of storage.

The GSSEG call /*B*/ creates a graphics segment and is recommended
before any graphics primitives are drawn. A graphics segment is a logical
grouping of primitives and of the attributes that determine their appearance. If
you do not use GSSEG, for the 3179-G, 3270-PC/G and /GX family, and 5550
family, the primitives will be discarded after any local operation takes place at
the device (for example, if the screen is scrolled or if a system-issued message is
displayed).

In PL/I, but not in other languages, each GDDM entry point (that is, each
GDDM call-name) used by your program should be declared. The declarations
should specify the data types of all parameters. A set of files is supplied with
GDDM that contains these entry declarations for you to include in your
programs. Each file has a name of the form ADMUPINXx for the nonreentrant
entry points (or ADMUPIRx for the reentrant entry points), and contains
declarations for all the entry points starting with “x”. The declarations
necessary for the example are included at /*H*/. It is customary to include the
files at the end of the program because they affect the line numbers of all
subsequent statements.
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Under CMS, if you include several files, you may exceed the external names
limit. To avoid the problem, you can edit the files to remove names you do not
use. Some of the examples in this guide may not work if you leave all the files
unedited.

Default Attribute Values: All graphics attributes have default values initially, that
is, when a segment is opened. You need to set a particular attribute only if you
require a different value, as at /*C*/.

Current Position: An important notion when drawing graphics is the current
position. When you draw a line, for example, you do not specify the start point of
the line. It will be drawn from the current position to the specified end point. The
current position will normally be the end point of the previous primitive, but it can
be set explicitly by calling GSMOVE, as at /*D*/.

Graphics Text: GSCHAR at /*E*/ produces graphics text. Such text is created
from lines, arcs, areas, and dot images like the rest of the graphics. It should not
be confused with alphanumerics (which is described in “Chapter 8. Basic
alphanumerics” on page 75).

Output of the Picture: The picture gradually being built by the program is held
inside GDDM. It is not transmitted to the screen until you issue a specific “send”
command, most commonly a call to ASREAD as at /*F*/. The new (or modified)
picture then appears on the display, and a screen “read” is issued. The terminal
operator can reply to the read by causing an interrupt on the screen, for example,
by pressing ENTER or a PF key. The three parameters of ASREAD will then be
set by GDDM to indicate the type of response. Control will return to the program
at the statement following the ASREAD. In the example, the type of response is
not relevant; the program will terminate.

Pages: The picture is built up and stored by GDDM in a logical entity called a
page. The example uses only one page, which GDDM created by default. A
program can explicitly create and use multiple pages, although only one page is
current at any one time. Graphics calls always apply to the current page. When
the program executes an ASREAD call, the current page is sent to the terminal.

Data Types of GDDM Call Parameters: These are not necessarily apparent from
the program. The parameters were mostly constants. Often the parameters will be
variables and will have to be declared appropriately. These are the three PL/I data
types used in GDDM call statements:

e FLOAT DECIMAL(6). This is used for all graphics calls specifying positioning
of any sort. For example, the GSMOVE and GSLINE calls in the program had
float-decimal parameters. The COBOL equivalent is COMPUTATIONAL-1; in
FORTRAN it is REAL*4.

e FIXED BIN(31). This is used for all integer attribute and parameter settings.
For example, the GSCOL and GSLW settings were fixed binary, as were the
character string lengths. The COBOL equivalent is PICTURE S9(8); in
FORTRAN it is INTEGER*4.

e CHARACTER. The data for text output is obviously in character form. The
COBOL equivalent is PICTURE X(n); in FORTRAN, the equivalent is string
literals or a numeric data array initialized with string literals.

The GDDM Base Programming Reference, Volume 1 has a complete description of
all the GDDM base calls and their parameters.
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Figure 2. Output from “Sketch” sample graphics program

How to compile and run a GDDM Program under CMS

After creating a GDDM program, you will need to know what steps are required to
run it. As an example, these are typical commands required to compile and execute
a PL/I GDDM program under CMS:

CP LINK SYSTEM 2DD 2DD
ACCESS 2DD B

These two commands make the disk holding GDDM (2DD in the example) known to
your virtual machine.

GLOBAL MACLIB ADMLIB
PLIOPT POST (INCLUDE FLAG(I)

The PLIOPT command invokes the PL/I Optimizing Compiler to compile the
program. The INCLUDE option is required to pick up ADMUPINA, ADMUPINF,
and ADMUPING, the declarations of the GDDM entry points. The macro library
(ADMLIB) that contains these has been made known to CMS with a GLOBAL
MACLIB command. The FLAG() option is not essential, but it ensures that useful
messages about dummy variables are not suppressed. These are created when
parameter attributes do not match GDDM’s requirements.

GLOBAL TXTLIB ADMNLIB ADMPLIB ADMGLIB PLILIB
LOAD POST
START *

The GLOBAL TXTLIB command tells CMS to use the text libraries containing
GDDM and PL/I. ADMGLIB must be the last GDDM text library listed. The
LOAD command loads the program into storage and the START command starts
execution. The picture of the house will appear on the screen that you use to
invoke the program.
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How to compile, link-edit, and run a GDDM program under TSO

Figure 3 shows a CLIST that you can use to compile, link-edit, and run a GDDM
program under TSO. The PLI command invokes the PL/I optimizing compiler to
compile the program.

/****************************************************************/

/* TEST(INCLCARD) CONTAINS THE FOLLOWING RECORD: */
/* INCLUDE INCLIB(ADMASNT) */
/* FOR USE WITH THE GDDM NON-REENTRANT INTERFACE. */
/* */
/* REPLACE ADMASNT */
/* BY ADMASRT IF USING THE REENTRANT INTERFACE */
/* OR BY ADMASPT IF USING THE SYSTEM PROGRAMMER INTERFACE */
/* OR BY ADMASRT AND ADMASPT IF USING BOTH THE */
/*  REENTRANT AND SYSTEM PROGRAMMER INTERFACES */

****************************************************************/
PROC 1 NAME

PLI TEST(POST) OBJECT(TEST(POST)) +
LIB('GDDM.REL210.GDDMSAM') PRINT(*) INC FLAG(I)
ALLOC F(INCLIB) DA('GDDM.REL400.GDDMLOAD') REUSE SHR
LINK (TEST(POST), TEST(INCLCARD)) +
LOAD(TEST (POST)) LIST PLIBASE PRINT(*)
CALL TEST(POST)

Figure 3. Sample TSO CLIST

The GDDM Base Programming Reference manual describes the steps required on
other subsystems and using other languages.

Error handling

For reasons of clarity, the example does not test for errors in the GDDM calls. If
there is an error, GDDM issues two messages. The first names the call and gives
its location in main storage. The second describes the error. Execution then
continues with the next statement in the program.

Eventually execution will reach the output statement (ASREAD in the example).
This may or may not produce recognizable graphics, depending on the errors. The
terminal operator will need to both clear the error messages from the screen and
satisfy the outstanding read. This may involve two interactions.

More information about error handling is given in “Chapter 10. Debugging aids”
on page 117.
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Chapter 3. Basic input/output functions

This chapter discusses the following topics:
e The two basic output calls (ASREAD and FSFRCE)
e A call to check whether pictures are too complex to be displayed (FSCHEK)

¢ A device-dependent mechanism for saving pictures on auxiliary storage
(FSSAVE) and redisplaying them later (FSSHOR).

GDDM maintains a record of the contents of each page. The program may change
the contents, and so may the terminal operator, in ways to be described later.

Whenever the program issues an output call (ASREAD or FSFRCE), GDDM
updates the screen so that it displays the alphanumeric and graphics contents of
the current page. Some devices (the dual screen configuration of the 3270-PC/GX
work station, or 5080 Graphics System, for example) have two screens, one for the
graphics and the other for the alphanumerics. Whatever the type of screen, GDDM
does not necessarily send the whole page — it sends only those parts that have
been changed. When the target device is a printer, of course, the whole picture has
to be sent.

Send output and await reply using call ASREAD

This is the basic call for sending out the current page. Other input/output calls for
particular purposes will be introduced in later chapters. ASREAD requests a
write-and-read operation: the current picture is sent to the screen and a response
is awaited. The cursor is positioned in the top left-hand corner of the screen,
unless otherwise specified by an ASFCUR call or set by the terminal operator in a
previous interaction.

In other words, an ASREAD call requests that, after transmitting the data stream,
GDDM should wait for the operator to reply before returning control to the
program. This is the format of the call:

CALL ASREAD(TYPE,VALUE, COUNT) ; /* Send output to device */

The parameters are set by GDDM to indicate the type of interrupt that was
received. In the above example of an ASREAD call, the names of the parameters
have been chosen to reflect their function, namely the type of interrupt, a value
associated with the type, and the number of modified fields. Figure 4 on page 14
shows their possible values.

For interrupts of types 0-2, the last parameter indicates how many alphanumeric

fields have been modified by the operator. For a discussion on how these fields are
created and processed, see “Chapter 8. Basic alphanumerics” on page 75. The
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handling of light-pen fields is covered in “Chapter 16. Advanced procedural
alphanumerics” on page 235.

A returned type of 7 indicates that the read was performed on an output-only
device such as a printer. In such circumstances, GDDM changes the write-and-read
into a write only.

Interrupt Type | Value Count

ENTER key 0 number of modified fields

PF key 1 PF key number number of modified fields

Light pen 2 number of modified
LP-fields

Badge reader 3 0(valid), 1(not)

PA key 4 PA key number

CLEAR key 5

Other 6

Output —only 7

device

Mouse or puck 10 Button number

button

Figure 4. Parameters returned by ASREAD

In the special case of CICS pseudoconversational mode, the first ASREAD in all
subsequent invocations of the pseudoconversation will perform only input — the
output is suppressed.

See “Pseudoconversational programming under CICS” on page 391 for a

description of this mode of programming, and the differences in effect of the
various GDDM calls.

Transmitting output using call FSFRCE

When you want to update the screen without waiting for a reply, you must use the
FSFRCE call instead of ASREAD. There are no parameters:

CALL FSFRCE; /* Send data stream to device and return to program */

This causes all changes made to the current page since the last FSFRCE or
ASREAD to be sent to the device.

The primary use of FSFRCE is to send output to a device that is output-only (such
as a printer). Another use is to send a sequence of pictures to a device (rather like
a slide show) where the timing of the displays is handled by the program in some
way.

As with ASREAD, the cursor is positioned in the top left-hand corner of the screen,
unless otherwise specified by an ASFCUR call.

Here is an example of how not to use FSFRCE:
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CALL FSINIT; /* Initialize GDDM */
CALL GSSEG(0); /* Open segment */

CALL GSMOVE(25.0,60.0); /* Start drawing the picture */

.
/********************************/

/* PICTURE SENT TO DEVICE.. */
/********************************/
CALL FSFRCE; /* Send out the picture */

/********************************

/* ..BUT DISAPPEARS IMMEDIATELY */
R R L T

CALL FSTERM; /* Terminate GDDM */

If this program is run on CMS, for example, the graphics will appear on the screen
for only a moment. Control will return to the program, the FSTERM will be
executed and the program will terminate, returning control to CMS. To hold the
picture on the screen, ASREAD must be used instead.

Checking picture complexity using call FSCHEK

Some pictures are too complex to be displayed at the terminal. The limits depend
on the type of terminal. On a 3279, for instance, it is set by the availability of
programmed symbol stores. On other types, it is set by the size of the buffer in
which the terminal stores the vectors that comprise the picture. The size of the
data stream may also limit picture complexity. More information is given in
Appendix A, “Major types of supported device” on page 507.

Except on a 3179-G, 3270-PC/G or /GX work station, 5550 family multistation, and a
5080 Graphics System, a call to FSCHEK allows the program to determine whether
the next output operation (typically an ASREAD or FSFRCE) would exceed any
such limits:

CALL FSCHEK; /* Determine whether overflow would occur */

This will return an error condition if the picture is too complex. To diagnose the
error condition, the program can issue an FSQERR call. This call is described in
“Chapter 10. Debugging aids” on page 117. For the moment, here is an example of
the code required:

DCL ERROR_PARM(2) FIXED BIN(31);

CALL FSCHEK; /* Check picture complexity */
CALL FSQERR(8,ERROR_PARM) ; /* Query the most recent error */

/**A returned error code of 273 indicates overflow would occur **/
IF ERROR_PARM(2)=273 THEN DO; /* Overflow would occur on output */
END;

FSCHEK only checks the picture — it does not perform any output. A further call,
such as ASREAD or FSFRCE, must be issued to send out the data stream.

On a 3270-PC/G or /GX, too-complex pictures are degraded by GDDM, as explained

in “Retained and non-retained modes” on page 508. Therefore the FSCHEK call,
although not invalid, never returns an error condition with these terminals.
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Saving current page contents using call FSSAVE

With this call you can save the alphanumerics and graphics contained in the
current page, or the alphanumerics and image contained in the current page. The
saved picture may subsequently be redisplayed using FSSHOR. The format of the
object saved is very similar to that of the eventual data stream. It is
device-dependent. Other, device-independent, ways of saving graphics are
described in “Chapter 11. Graphics segments” on page 127 and “Chapter 13.
Picture handling in graphics data format” on page 171. Unless you require to save
alphanumeric data (see “Chapter 6. Displaying text” on page 53) with your
picture, you are recommended to use these other methods. Not only do they
have the advantage of device-independence, but they allow you to manipulate, and
add to, the saved picture.

Here is an example of FSSAVE:

CALL FSSAVE('DEMOS8'); /* Save picture on auxiliary storage */

The parameter is the name to be assigned to the picture when written to auxiliary
storage. On CMS the full object name would become "DEMO08 ADMSAVE Al’. On
other subsystems, ‘DEMOS8’ would be a member name in a library assigned for
saved pictures.

If your picture is complex, you may get a diagnostic message saying that the object
is too big to be saved. In that case you must reduce the complexity or the size of
your picture, and then retry the FSSAVE.

The FSSAVE and FSSHOR calls are not supported when the picture has been
created for a 5080, or a plotter, or a family-4 printer (printer families are explained
in “Chapter 22. Using printers” on page 395).

Displaying a saved picture using call FSSHOR

With this call you can show a picture previously saved with an FSSAVE call.

CALL FSSHOR('DEMO8',TYPE,VALUE); /* Send saved picture to screen */

The saved picture will now appear on the display screen and remain there until the
operator causes an interrupt (by pressing ENTER or a PF key, for example).
Control will then return to the program, where normal processing of the current
page may continue.

GDDM returns codes giving information about the interrupt in the second and
third parameters. They have the same meanings as those returned in the first two
parameters of ASREAD, as shown in Figure 4 on page 14. Data typed by the
operator is not returned by FSSHOR.

The saved picture is not added to the previous graphics on the screen: it uses its
own page and replaces the previous display. After the operator acknowledges the
saved picture (by causing an interrupt), the program continues execution and the
next ASREAD, FSFRCE, or FSSHOR will determine the screen contents to replace
the saved picture.

If the picture was saved under Release 1 or 2 of GDDM, then the terminal operator

will not be able to enter any data. This is because the Release 1 and 2 version of
the FSSAVE call changed all unprotected fields to protected.
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There is another call similar to FSSHOR, called FSSHOW. It differs in not
returning any information about the interrupt generated by the operator:

CALL FSSHOW('DEMO8'); /* Send saved picture to screen */

Possible errors when showing saved pictures

The FSSHOR device is not compatible with the device that was current when
the FSSAVE was performed.

The 3274 controller was configured for compressed data streams when the
FSSAVE was performed, but is differently configured for the FSSHOR.

Reference is made in the saved data stream to PS-stores that are either not
present on the target device or have been reserved by the program.

In the case of 3270-PC/G or /GX work stations, the FSSAVE and FSSHOR
devices are compatible, but they have been customized differently — with
different screen sizes, for instance.

The 5080 graphics system does not support FSSAVE and FSSHOR.
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This chapter describes the GDDM calls that add graphics primitives (lines and arcs,
for example) to your picture.

Coordinate system

You can define the (x,y) coordinate system that is used to address the drawing area.
The coordinate system is known as the graphics window. When adding a
primitive to your picture, you define locations such as the end of a line in terms of
graphics window coordinates, which are also known as world coordinates. They
are defined by this type of call:

CALL GSUWIN(0.0,200.0,0.0,100.0); /* Define coordinate system */
/* where x range is at least */
/* 0 to 200 (left to right) */
/* and y range is at least *x/
/* 0 to 100 (bottom to top) */

If you are going to specify a graphics window, you must do so before opening a
graphics segment or creating any graphics primitives.

If no window is explicitly defined, the default of exactly 0 through 100 in both
directions applies. In this case, however, the coordinates may not be uniform: one
X unit on the screen may not physically equal one y unit. This can lead to
unexpected results, such as circles appearing as ovals and squares as rectangles.
The GSUWIN call always creates a uniform set of coordinates. There is a full
discussion of graphics windows in “The graphics window” on page 101.

The starting point for all primitives consisting of lines or arcs is the current

position. The current position is the end point of the previous primitive, unless a
GSMOVE has been issued.

Drawing a straight line using call GSLINE

This call draws a line from the current position to a specified end point, for
example:

CALL GSLINE(25.0,90.0); /* Draw straight line to (X=25,Y=90) */
The line is to be drawn in the current color, using the current line width and the
current line type. The setting of such attributes is addressed in “Chapter 5.
Graphics attributes” on page 35:

After this call the current position is (25,30) — the end point of the line.
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Changing the current position using GSMOVE

This call is used to move to the required starting point of a new primitive. The
format of the call is similar to that of GSLINE:

CALL GSMOVE(50.0,0.0); /* Change current position to (X=50,Y=0) */
The call is used whenever the end point of the previous primitive is not the

required starting point of the next primitive.

Drawing a sequence of lines using GSPLNE

Rather than issue a series of GSLINE calls, the programmer can place the line-end
coordinates in an array and issue a single call to draw the sequence of lines called
a polyline. This is the format of the call:

DCL X22(5) FLOAT DEC(6) INIT(20.0,70.0,70.0,35.0,20.0);

/* x line-end coordinates *x/
DCL Y22(5) FLOAT DEC(6) INIT(80.0,80.0,50.0,50.0,20.0);

/* y line-end coordinates */
CALL GSMOVE(20.0,20.0); /* Set current position. */
CALL GSPLNE(5,X22,Y22); /* Draw 5-part polyline. */

/* The first line will run from the */

/* current position to (20,80), the second*/

/* from (20,80) to (70,80), and so on */

As with most primitives, the first line of the polyline will start at the current
position. The current position after the polyline has been drawn is, as you would
expect, the end of the last line. N

Figure 5 on page 21 shows the effect of the above GSPLNE call.
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(20,80)
N P T SOWI (70, 88)

(70, 50)

".(35, 50)

(20, 20)
5-PART POLYLINE

DCL X22(5) FLOAT DEC(b) INIT(20, 70, 70, 35,20); /* X-COORDS */
DCL Y22(5) FLOAT DEC(b) INIT(8, 80, 50,50, 20); /* Y-COORDS */
CALL GSMOVE(20, 20); /% SET NEW CURRENT POSITION */
CALL GSPLNE (5, X22,Y22); /% DRAW THE 5-PART POLYLINE ¥/

Figure 5. Drawing a polyline
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Drawing a circular arc using call GSARC

This is one of several statements to draw arcs. The arcs will not appear circular on
the screen unless you ensure that the window has uniform coordinates, as
described in “Coordinate system” on page 19. This is the format of the call:

CALL GSARC(25.0,60.0,90.0); /* Draw 90 degree arc with */
/* center at (25,60) 2%

The arc’s starting point is the current position. The first two parameters specify
the center of the arc and the third parameter gives its sweep in degrees. A positive
angle of sweep denotes a counterclockwise arc. A negative angle of sweep will
give a clockwise arc.

Note that the radius is not specified explicitly. It will be determined by the
distance between the arc’s center and the current position before drawing.

Figure 6 shows the effect of two GSARC calls, one clockwise and the other
counterclockwise.

....... (50, 80)

(80,50
%..(50,50) }

%--(58, 50) |

(80, 50
....... (50, 20)
COUNTER-CLOCKWISE ARC CLOCKWISE ARC
CALL GSMOVE (89, 50); CALL GSMOVE (80, 50);
CALL GSARC (58, 50, 270); CALL GSARC (58, 50, -270);

Figure 6. Drawing a circular arc

It is easy enough to write GSARC calls for arcs of 90, 180, or 360 degrees. It is very
difficult, though, to determine which GSARC call will go from a known current
position to a required end position. Trial and error is hardly a satisfactory method.
You should either resort to graph paper, compass, and protractor to determine the
GSARC parameters, or use GSPFLT (polyfillet), a simpler call which is described in
“Drawing a curved polyfillet using call GSPFLT” on page 24.
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Drawing an elliptic arc using call GSELPS

Th.is c.:all draws an elliptic arc that starts at the current position and follows an
elliptic curve until it reaches the prescribed end point. This is a typical call:

CALL GSMOVE(60.0,70.0); /* Set starting point for curve */
CALL GSELPS(20.0,10.0,45.0,30.0,60.0);
/* Draw an elliptic arc that has axes */
/* of 20 & 10, that is tilted at 45 L
/* degrees to the horizontal and that */
/* runs from the current position to */
/* an end point of (X=30,Y=60) */

This call is best understood by looking at Figure 7, which shows the various
elements of the ellipse.

MAJOR AXIS
(LENGTH=20)

MINOR AXIS
(LENGTH=18

(b0, 78) START-POINT

END-POINT (30/60)

ILT ANGLE IS
45 DEGREES

~~~~~~

CALL GSMOVE(b@, 70); /* CURRENT POSITION BEFORE ELLIPSE ¥/
CALL GSELPS(20, 18, 45, 30, 60); /% DRAW THE ELLIPSE ¥/

Figure 7. Drawing an elliptic arc

In general there are four elliptic arcs that satisfy the five specified parameters.
GDDM will never draw an elliptic arc that is longer than half an ellipse. Of the
remaining two arcs, one is clockwise and the other is counterclockwise. If the two
axis parameters have the same sign (as in the example), GDDM will draw the
counterclockwise arc; otherwise it will draw the clockwise one.
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Drawing an elliptic arc using call GSELPS

Th}s gall draws an elliptic arc that starts at the current position and follows an
elliptic curve until it reaches the prescribed end point. This is a typical call:

CALL GSMOVE(60.0,70.0);

/* Set starting point for curve

CALL GSELPS(20.0,10.0,45.0,30.0,60.0);

/* Draw an elliptic arc that has axes
/* of 20 & 10, that is tilted at 45
/* degrees to the horizontal and that
/* runs from the current position to
/* an end point of (X=30,Y=60)

This call is best understood by looking at Figure 7, which shows the various

elements of the ellipse.

END-POINT (30/60)

MAJOR AXIS
(LENGTH=28)

MINOR AXIS
(LENGTH=18

(60, 78) START-POINT

ILT ANGLE IS
\ 45 DEGREES

~~~~~~

CALL GSMOVE(b®, 78); /* CURRENT POSITION BEFORE ELLIPSE */
CALL GSELPS(28, 18, 45, 38, 60);

/% DRAW THE ELLIPSE ¥/

Figure 7.

Drawing an elliptic arc

In general there are four elliptic arcs that satisfy the five specified parameters.

GDDM will never draw an elliptic arc that is longer than half an ellipse. Of the

*/

*/
*/
*/
*/

remaining two arcs, one is clockwise and the other is counterclockwise. If the two
axis parameters have the same sign (as in the example), GDDM will draw the
counterclockwise arc; otherwise it will draw the clockwise one.
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Drawing a graphics marker symbol using call GSMARK

This call draws a single graphics marker at a specified position. A graphics
marker is a symbol used to indicate a point on the screen. The symbol used
depends on the current setting of the marker attribute (see “Setting the current
marker symbol, using call GSMS” on page 37). The default is a cross. This is the
format of the call:

CALL GSMARK(50.0,43.0); /* Draw graphics marker at (X=50,Y=43) */

The marker is positioned so that its center lies at the specified position. The
current position is updated to that of the marker.

Drawing several graphics marker symbols using call GSMRKS

This call is a quick way to draw more than one marker. As with the GSPLNE call
seen earlier, the coordinates of the points at which the markers should appear are
stored in two arrays. Here is an example:

DCL X09(7) FLOAT DEC(6) INIT(40.0,50.0,75.0,75.0,80.0,45.0,45.0);
/* x coordinates */

DCL Y09(7) FLOAT DEC(6) INIT(20.0,20.0,35.0,55.0,20.0,20.0,50.0);
/* y coordinates */

CALL GSMRKS(7,X09,Y09); /* Draw 7 graphics markers, *x/
/* the first at (40,20), */
/* the second at (50,20) and so on */

After drawing the markers, the current position will be set to that of the last
marker in the series.

Scaling a marker symbol using call GSMSC

You can control the size of marker symbols, if they are from a vector symbol set
(see “Setting the current marker symbol, using call GSMS” on page 37 for more
information about markers and symbol sets). For instance:

CALL GSMSC(2.0);

makes subsequently drawn vector symbol markers twice their default size. The
default size of markers is such that their width is equal to the width of the default
character box (see “Chapter 7. Basic graphics text” on page 55).

The GSMSC call has no effect on image symbol markers. They are always
displayed at the size defined by the symbol itself.

Drawing a curved polyfillet using call GSPFLT
This call is similar in format to GSPLNE. A series of points is passed to GDDM in
two arrays. The difference is that whereas GSPLNE results in a sequence of
straight lines, GSPFLT results in a smooth curve.

This is the format of a typical call:

24 GDDM Application Programming Guide Volume 1



graphics primitives

DCL X09(5) FLOAT DEC(6) INIT(20.0,70.0,70.0,35.0,20.0);
/* x coordinates */

DCL Y09(5) FLOAT DEC(6) INIT(80.0,80.0,50.0,50.0,20.0);
/* y coordinates */
CALL GSMOVE(20.0,20.0); /* Set current position 7
CALL GSPFLT(5,X09,Y09); /* Draw 5-part polyfillet. *f
/* The first "construction line" ®/
/* will extend from the current */
/* position to (20,80). The second */
/* construction line will run from */
/* (20,80) to (70,80), and so on */

The easiest way to visualize the resultant curve is to consider the polyline that
would be drawn from the current position through the specified points. These line
segments may then be thought of as construction lines for the polyfillet. The
polyfillet will start at the current position and finish at the end of the last
construction line. On the way it will touch tangentially the midpoints of all the
intermediate construction lines. Figure 8, and Figure 9 on page 26 clarify the
algorithm. The curves are tangential to the end points of the first and last
construction lines, and tangential to the midpoints of all the others.

(20, 80) (20, 80),
—
b T e (70,70 ..(78,70)
H
1
1
1]
1
1
1
1
1
1
H
20,30 L (20, 30
THE CONSTRUCTION LINES THE 2-PART POLYFILLET
DCL X88(2) FLOAT DEC(b) INIT(20,70);  /* X-COORDINATES %/
DCL Y88(2) FLOAT DEC(b) INIT(80,78): _ /* Y-COORDINATES %/
CALL GSMOVE(Z0, 38); /7% SET NEW CURRENT POSITION ¥/
CALL GSPFLT(Z, X88,Y88);  /* DRAW THE 2-PART POLYFILLET %/

Figure 8. Drawing a 2-part polyfillet
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(20, 88), (20, 80),

s e e e (70, 80) P RPN & JB. )
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1 ] 1

1 ] 1
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: el e s, ICEHE ! il O | )

1 ,"'-,' 1

i/ (35,50) i (35, 50)

P/

1 7

)

Jof

z:

(28, 205 (28, 20

THE CONSTRUCTION LINES THE 5-PART POLYFILLET
DCL X@9(5) FLOAT DEC(b) INIT(28,70,78,35,20); /% X-COORDS %/
DCL Y03(3) FLOAT DEC(6) INIT(80.88,50. 50, 20); /% Y-COORDS %/
CALL GEHOVE (20, 200 /% SET _NEW' CURRENT POSITION %/
CALL GSPFLT (5, %09, Y09); /% DRAW THE 5-PART POLYFILLET ¥/

Figure 9. Drawing a 5-part polyfillet

Drawing a graphics area using call GSAREA

A graphics area is a shaded shape. It is defined by specifying its outline and then

requesting that it be shaded in. The outline may be constructed using any of the

primitives just described (except markers).

Here is an example of a graphics area specification:

CALL GSMOVE(70.0,10.0); 7E
/*
CALL GSAREA(1); £*
/*
/*
CALL GSLINE(60.0,70.0); S %

CALL GSARC(50.0,80.0,270.0);

CALL GSLINE(30.0,10.0); S¥
CALL GSLINE(70.0,10.0); L%
CALL GSENDA; 1%
/*
/*
/*

The resultant shape will be that of a keyhole, as shown in Figure 10 on page 27.
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start of the area's outline.

*/
¥

Tell GDDM we are starting an area.*/

Parameter of 1 = draw boundary

o

Parameter of 0 = suppress boundary*/

The area's outline
begins with a line,

/* continues with a circular arc,

and two more lines
complete the outline.

Tell GDDM that the outline is

*

complete and should now be shaded.*/

The current color and shading
pattern will be used.
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¢ (50,80
VO e, 10
e
! \
' '
,l '
i \
|l !
h \
1
{ !
Go,10) | L (70,10
THE AREA’S OUTLINE THE SHADED AREA

Figure 10. A typical graphics area

Closure of area’s outline

The area’s outline must be closed. If the end of the last primitive in the area is not
the same as the current position at the start of the area, GDDM will add a closure
line. For example, if your area has only two lines in it (forming a “V”), GDDM will
add a third line to make it into a triangle. The current position after the GSENDA
call will be at the end of the added closure line.

Changing attributes

There are restrictions on changing attributes while drawing an area. They are
described in “Changing attributes inside an area” on page 46.

The shading algorithm

A region will be shaded if you need to cross an odd number of lines to move from

that region to outside the picture. If you need to cross an even number of lines to
leave the picture, the region will not be shaded. Figure 11 on page 28 illustrates
this algorithm.
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OUTLINE OF 6-POINT STAR THE AREA WHEN SHADED

Figure 11. Illustration of GDDM'’s shading algorithm

If you look at the left-hand part of the figure you will see that all the points in the
central area of the star are two line-crossings from infinity. In whichever direction
you move, you will cross two lines before leaving the figure. The central part of
the star will therefore not be shaded. The six outermost parts of the star are all
either one or three line-crossings from infinity, depending on which direction you
take. These parts of the shape are therefore shaded. The right-hand part of the
figure shows the shaded area.

GSMOVE inside an area

It is permitted to include GSMOVEs inside an area specification. In that case the
outline drawn before the GSMOVE must be closed. If not, GDDM will add a
closure line before performing the move. The following example illustrates this.
The two-part area produced by these GDDM calls is shown in Figure 12 on

page 29.
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CALL GSPAT(3); /* Area to be shaded

/* with system pattern 3.
CALL GSMOVE(20.0,20.0); /* Move to area's start position.
CALL GSAREA(O0) ; /* Start area - do not show boundary.
CALL GSLINE(40.0,40.0); /* Draw first line of boundary.
CALL GSLINE(60.0,20.0); /* Draw second line of boundary.
CALL GSMOVE(70.0,60.0); /* Previous part of outline was not

/* closed, GDDM will add closure line

/* from (60,20) to the area's

/* start position at (20,20).
CALL GSLINE(80.0,80.0); /* Draw second part of area's outline.
CALL GSLINE(30.0,90.0);
CALL GSENDA; /* Second part of outline was not

/* closed, GDDM will add closure line

/* from (30,90) to the start of the

/* second part at (70,60).
CALL ASREAD(TYPE,MOD,COUNT); /* Send the 2 shaded triangles

/* to the screen.
Ge,8e)
.80, 80)
XY (18,60)
(40,40)
_ (68, 20)
8,20 ¢
TWO-PART GRAPHICS AREA

Figure 12. Two-part graphics area with the boundary not drawn
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Drawing graphics images using calls GSIMG and GSIMGS

There are two graphics primitives remaining; they operate in a different way from

all the others, because they deal with graphics images. Full image processing

functions are dealt with in “Chapter 19. Image basics” on page 305 and “Chapter

20. Advanced image functions” on page 331 of this book. See those chapters for

GDDM support of image processing on image devices.

The GSIMG call allows you to declare a pattern of dots within the program and

then add the pattern to the current page’s graphics. Each dot will be displayed as
one pixel (also occasionally referred to as a pel).

Because the size and aspect ratio of a pixel varies from one type of device to
another, the size and aspect ratio of the image may vary if the program is

transferred from one device to another. For instance, the pixel aspect ratios of the
3279 and 3270-PC/G are different.

This is an example of its use:

DCL SPIDER CHAR(198);
UNSPEC (SPIDER)=

CALL GSIMG(0,43,33,198,SPIDER);

' 000000000000000000000000000000000000000000000000'B| |
'000000000000000000000000010000000000000000000000'B| |
'000000000000100000000000010000000000000000000000"'B]| |
'000000000000010000000000100000000000000000000000"'B{ |
'000000000000010000000001000000000000000000000000"'B]| |
'000000000000010000000010000000000000000000000000"'B] |
'000000000000010000000100000000000000000000000000"'B]| |
'000000000000010000001000000000000000000000000000"'B]| |
'000000000000010000001000000000000000000000000000'B| |
'00000000000000100000100000011.0000000000000000000"'B| |
'000000000000001000001000011111000000000001100000"'B]| |
'000000000000000100001000011111000000000010000000"'B] |
'000000000000000100001000011111000000001100000000"'B]| |
'100000000000000010001111111110000000010000000000"'B]| |
‘'011111111100000010111111110000000001100000000000'B| |
*000000000011000011111111111000000010000000000000'B] |
'000000000000110111111111111111111100000000000000"'B] |
'000000000000001111111111111000000000000000000000"'B]| |
'000000000000001111111111110000000000000000000000"'B]| |
'000000000000001111111111110000000000000000000000"'B]| |
'000000001111111111111111101110000000000000000000"'B]| |
'000000110000000111111110000001110000000000000000"'B]| |
'000011000000000011111010000000001111111111000000"'B]| |
'011100000000000000100001100000000000000000100000"'B]| |
'000000000000000000100000010000000000000000000000"' B |
'000000000000000000100000001000000000000000000000"'B]| |
'000000000000000000010000000100000000000000000000°'B] |
*000000000000000000010000000100000000000000000000'B]| |
*000000000000000000010000000100000000000000000000"'B| |
'000000000000000000100000000100000000000000000000'B| |
*000000000000000001000000000100000000000000000000"'B| |
*000000000000000010000000000010000000000000000000'B]| |
*000000000000000010000000000000000000000000000000"'B;

/* the current position

Its parameters are as follows:

The first parameter must always be set to zero.
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e The second parameter, 43, gives the width of the image in display points. This
may be any number less than 2040, but the image data must have each row
padded to a multiple of 8 bits.

In the GSIMG example above, the width is 43 and the data has been padded to
48 display points per row.

e The third parameter, 33, gives the depth of the image in display points.

e The fourth parameter, 198, gives the length of the image data in bytes,
including padding.

e The last parameter, SPIDER, gives the name of the character variable in which
the dot pattern has been stored.

The top left-hand corner of the image is placed at the current position. Any bits set
to 1 will cause the corresponding dot on the screen to be set on. The image will be
shown in the current color, but it is always monochrome. To obtain multicolor
images you must overlay images of different colors.

Figure 13 shows output from several GSIMG calls, similar to the one above. Note
that “black” images will show, when placed on a shaded background.

Figure 13. Output from GSIMG statements

The GSIMGS call is similar to GSIMG, except that it allows the image to be scaled.
For example:
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CALL GSIMGS(0,43,33,198,SPIDER,30.0,20.0);
/* Fit spider image into a */
/* box 30 world-coordinate */
/* units by 20 */

The first five parameters have the same meaning as in the GSIMG call. The last
two parameters define a box, called an image window, in world-coordinate units.
GDDM will fit the image into the image window by displaying each bit in the
character variable as a rectangular array of dots, rather than as a single dot. The
number of dots in the array is such that the image is the largest possible one that
will not overflow the image window. The top left-hand corner of the image window
will be at the current position.

Because the array need not be a square, the horizontal and vertical dimensions are
scaled separately. The mechanism allows only integral scaling, and does not allow
scaling down. If a scale factor of less than one would be required to fit the image
window, the image is displayed using a factor of one, and is allowed to overflow the
image window.

Another method of presenting images (using an image symbol set) is described in
“Chapter 7. Basic graphics text” on page 55.

Querying the current position using call GSQCP

At any stage in a graphics program you may query the current position. It will be
returned in world coordinates. This is the call:

DCL (X,Y) FLOAT DEC(6);/* Parameters for query current position */

CALL GSQCP(X,Y); /* Query the current position. */
On return from this call, GDDM will have set the current position into variables X

and Y. Here is an example of using this function to underline a graphics text
string:

CALL GSCHAR(20.0,34.0,26,'Figure 8. The Eye of a Fly');

/* Write text. */
CALL GSCOL(2); * Change color to red. */
CALL GSQCP(X,Y); /* Determine position of right-hand end */
/* of text string. */
CALL GSMOVE(X,33.5); /* Move down by 0.5 y window units. */
CALL GSLINE(20.0,33.5); /* Underline the text in red. */

Here, the y position was known (34). GSQCP was used to determine the x position
of the end of the string.

Querying the cursor position using call GSQCUR

To query the cursor position in terms of your world-coordinate system, you issue
this call at some stage after executing an ASREAD:

DCL INWIN FIXED BIN(31l); /* Declare fullword parameter. */
DCL (X,Y) FLOAT DEC(6); /* Declare 2 float parameters. */
CALL GSQCUR(INWIN,X,Y); /* Query cursor position. */
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INWIN will be set to 1 if the cursor position was inside your graphics window, and
to 0 otherwise.

Parameters X and Y will be set to the x and y coordinates of the center of the cell
containing the cursor.

Another way of determining the cursor position is described in “Chapter 14.
Interactive graphics” on page 177.

Device variations

IBM 5080 Graphics System

Images created with the GSIMG call will require one byte of storage per pixel in
both the host and 5080.

You cannot produce multicolored images by overlaying graphics images created by

GSIMG. The whole of each successive image will blank out any underlying
graphics.
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There are several attributes that affect the appearance of graphics primitives such
as lines and arcs. Each of these attributes has a default setting initially. For
example, on a 3179-G or 3279 terminal the default color is green and the line type
solid.

At any stage the program can change a particular attribute. All primitives drawn
subsequently will assume the new attribute value. In a program that uses
segments, the effect of the calls that change attributes is limited to the segments in
which they are issued. When a new segment is opened, the attributes return to
their default settings. In the following sections, the defaults quoted are those
initially supplied by GDDM at the start of a program. Note, however, that you can
change the default attribute settings in your program to defaults of your own
choosing. See “Changing default attribute values” on page 47 for details.

Setting a new current color, using call GSCOL

The current color affects the appearance of all graphics output — lines, arcs, areas,
graphics text, graphics images, and markers. It is set by this call:

CALL GSCOL(2); /* Set the current color to red */

The parameter may take these values:

-2  White

Black

Default (initially green on color displays, black on printers)
Blue

Red

Pink (magenta)

Green

Turquoise (cyan)

Yellow

Neutral (white on display, black on printers)
Background (black on displays, white on printers).

!
[an

OOV WNEO

Information about what happens if the device does not support the chosen color is
given in the GDDM Base Programming Reference manual. Information about the
16-color version of the 3270-PC/GX is given in “IBM 3270-PC/G and /GX work
stations” on page 49.

The same codes (except —2 and —1) are used in other calls for specifying colors. A
suggested mnemonic for the codes for blue through neutral is:

Boys Reading Politics Go To Yale Now
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Setting a new line type, using call GSLT
There are a number of different line types (or styles).

This call sets a new current line type:

CALL GSLT(1); /* Set the current line type to dotted */

The parameter may take the value 0 through 8. The effect of these line types on a
3179-G terminal can be seen in Figure 14.

Figure 14. GDDM line types and line widths

Setting this attribute affects the appearance of all subsequently drawn primitives
such as lines, arcs, and ellipses. It also affects the boundaries of graphics areas.

Setting a new line width, using calls GSFLW or GSLW

You can vary the line width used for graphics with this call:

CALL GSFLW(0.66);/* Set current line width to two-thirds standard */

The parameter specifies a factor by which the standard line width for the current
device is to be multiplied.

Omitting the call or specifying a value of 1 gives a line of the standard width for
the device. On display devices the standard width is one pixel, and the only other
available thickness is two pixels. These two widths are shown in Figure 14.

On all devices, a value of zero gives the current drawing default. This is initially
the standard width for the device.

On high-resolution devices, such as the 4250 printer, a line one or two pixels wide
would be nearly invisible. Line widths of up to 600 pixels are allowed. The
standard width on a 4250 is six pixels. More information about standard and
maximum line widths is given in the GDDM Base Programming Reference manual.
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There is another call that is similar in effect to GSFLW, but requires a fixed-point,
and therefore integral, parameter:

CALL GSLW(2); /* Set the current line width to twice standard */

Setting the current marker symbol, using call GSMS

As described in “Drawing a graphics marker symbol using call GSMARK” on

page 24, the primitive GSMARK puts out a graphics marker at a specified location.
There are several styles of marker and the GSMS call is used to change to a new
style.

CALL GSMS(3); /* Set marker type to diamond */
The parameter may take these values:

Default (initially a cross)
Cross

Plus-sign

Diamond

Square

Six-point star
Eight-point star
Shaded diamond
Shaded square

Dot

10 Small circle

65 to 254 User-defined markers.

OWONOL A WNEREO

The markers numbered 1 through 10 are called system markers. They are
symbols contained in GDDM-supplied symbol sets. The markers are illustrated in
Figure 15 on page 38.

It is also possible for the users to create their own markers, using the GDDM
Image Symbol Editor or Vector Symbol Editor. These markers may be of any size.
They will still be positioned by GDDM such that the center of the marker symbol
lies at the specified position.

Information about the size of vector symbol markers is given in “Scaling a marker
symbol using call GSMSC” on page 24.

The following code will load a user marker set, and then display one of its markers.
The GSLSS call /*aA*/ is described in “Symbol sets for graphics text” on page 222.
The first parameter is set to 4 to indicate that the symbol set being loaded is a
marker set. The second parameter is the name of the symbol set. The third
parameter must be set to 0 in this instance. The GSMS call /*B*/ identifies the
symbol by its position in the set. A marker symbol set may have markers at any or
all of the positions 65 through 254. If you specify a position where no marker has
been created (in other words, an empty position in the symbol set), no marker will
be drawn.

You are allowed only one user marker set at a time. You can then choose either a

marker from the user set, or one of the ten system markers. If you load a second
user marker set, it will replace the previously loaded one.
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CALL GSLSS(4,'NEWMARKS',0); /* Load user marker-set */ JER%/
/* called NEWMARKS */

CALL GSMS(72); /* Set marker type to that of *y J*BY/
/* symbol 72 (X'48') in the ®/

/* currently loaded user marker set */

CALL GSMARK(50,50); /* Draw user marker 72 at X=50,Y=50 */

If the marker set is multicolored, you must set the current color to 7 (neutral)
before using any markers that need to be multicolored in the display.

Figure 15. The 10 GDDM system markers

Setting the current pattern, using call GSPAT

The scheme for shading patterns is similar to that for markers. There are 16
system patterns, and the user may also create his own patterns with the Image
Symbol Editor (but not the Vector Symbol Editor), and subsequently specify their
use. This is the call to select a new current shading pattern:

CALL GSPAT(11); /* Set current pattern to system-pattern 11 */

All subsequently drawn areas will be shaded in this pattern until a new shading
pattern is specified. The parameter may take these values:

0 Default (initially solid on displays, half-tone on printers)
1to 16 GDDM system-defined patterns
65 to 254 User-defined patterns

The available system patterns for displays and 3287s are shown in Figure 16 on
page 39.
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Figure 16. The 16 GDDM system shading patterns

A user pattern set can be either a GDDM-supplied one or one that you have created
yourself using the GDDM Image Symbol Editor. Such pattern sets should be
designed to match the width and depth in pixels required by the device.

The following code will load a user pattern set, and then use one of its patterns.
The first parameter of the GSLSS call /*A*/ is set to 3 to indicate that the symbol
set being loaded is a pattern set. The GSPAT call /*B*/ identifies the pattern by
its position within the set. A pattern symbol set may have patterns at any or all of
the positions 65 through 254. If you specify a position at which no pattern has been
created (in other words, an empty position in the symbol set), subsequent areas will
be unshaded.

CALL GSLSS(3,'PRETTY',0); /* Load user pattern set */ JEA*/
/* called PRETTY. x [

CALL GSPAT(97); /* Set pattern to symbol 97 (X'el') */ [*B*/
/* in the currently loaded user v ]
/* pattern set. %/
CALL GSMOVE(80.0,22.4); /* Move to start point of */
/* graphics area. * 7
CALL GSAREA(1); /* Start a graphics area. */
CALL GSLINE(90.0,30.0); /* Draw first line of the outline, */
- /* and so on... iV d
CALL GSENDA; /* End the area, and shade it with * A
/* pattern 97 from the user pattern %/
/* set called PRETTY. */

You are allowed to load only one user pattern set at a time. You may then use
either a pattern from the loaded set or one of the 16 system patterns. You must set
the current color to 7 (neutral) before using a pattern from a multicolored set if
you want the pattern to be multicolored in the display.

Several sample user pattern sets are supplied with the GDDM package. One of
them, the geometric pattern set, is shown in Figure 17 on page 40.
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Figure 17. GDDM geometric pattern set - ADMPATTC

All the GDDM sample pattern sets are listed in the GDDM Base Programming

Reference manual.

The GDDM 64-color pattern set

The GDDM-supplied symbol sets ADMCOLSD, ADMCOLSN, and ADMCOLSR
allow you to shade your areas in any of 64 different colors. These colors are shown
in Figure 18 on page 41. The three sets differ only in the size of the symbols.

The chosen color is specified with a GSPAT call:

CALL GSLSS(3,'ADMCOLSD',0);

CALL GSCOL(7);

CALL GSPAT(93);
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Figure 18. GDDM 64-color pattern set - ADMCOLSD

Pattern 93 in the image symbol set ADMCOLSD is a mixture of red and yellow
points. When every cell (and part cell) inside a graphics area is loaded with this
pattern, the area appears in orange.

When you use a multicolored shading pattern in this way, the boundary line will be
white (or black on a printer) unless you reset the color after opening the area.
Here is how to draw a red outline around a multicolored area:

CALL GSLSS(3,'ADMCOLSD',0); /* Load 64-color pattern set. */
CALL GSPAT(83); /* Select blue pattern. o
CALL GSCOL(7); /* Set color to neutral */

/* for area fill. x/
CALL GSAREA(1); /* Open area. */

CALL GSCOL(2); /* Set color to red for outline. */

/* Draw the area */

Or, instead, you can specify GSAREA(0) to suppress the drawing of the boundary.
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Mixing foreground colors, using call GSMIX

By default, graphics primitives are drawn on top of the primitives drawn
previously. If you draw a blue line and then a green line that crosses it, the
crossing point will be shown in green. This form of foreground color mixing is
called overpaint mode. The other foreground modes that can be set are mix
mode, underpaint mode, and transparent mode.

All the displayable colors are made up of one or more of the three primary colors,
blue, red, and green. If you set mix mode, and then draw a blue line crossed by a
green one, the point where they cross will be a mixture of blue and green, that is
turquoise. Using all combinations of the three primary colors, seven colors can be
created, as shown in Figure 19.

Color No. Primaries Used

Displayed

Blue 1 Blue

Red 2 Red

Pink 3 Blue Red

Green 4 Green
Turquoise 5 Blue Green
Yellow 6 Red Green
White 7 Blue Red Green

Figure 19. The seven displayable colors

Mixing two colors results in combining their primaries. For example, red mixed
with pink (blue and red) will give blue and red, that is, pink. Turquoise (blue and
green) mixed with yellow (red and green) will give blue, red, and green, which is
white.

A color representation of the possible mixes is given in Figure 20 on page 43.

The third form of color mixing is underpaint mode. Wherever two primitives cross,
the displayed color will be that of the first-drawn primitive. If you draw a blue
line, then a green line crossing it, the crossing point will be shown in blue. Not all
devices support underpaint mode (see “Device variations” on page 49).

The fourth form of color mixing is called transparent mode. Primitives drawn in

this mode will be transparent and will therefore not appear. Not all devices
support transparent mode (see “Device variations” on page 49).
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Figure 20. Color-mixing table

The call that defines the mixing mode is a simple one:

CALL GSMIX(1); /* Set current color-mixing rule to mix mode.?*/
The possible values of the parameter are as follows:

Current default

Mix mode

Overpaint mode (the initial default)
Underpaint mode

Overpaint mode

Transparent mode.

b wNhpE o

As for other graphics attributes, this setting will affect only primitives drawn
subsequently.
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Special treatment of the background color, using call GSMIX

One of the colors allowed on the GSCOL call is color 8, the background. This color
shows as black on a display and white on a printer or plotter. When it is mixed
with another color, it has the following special effects:

To erase graphics from a part of the screen, you can simply paint over the
graphics with a background area, using the initial default color-mixing mode,
overpaint. This technique may be used on, for instance, a 3279 terminal, to
produce a cartoon effect. To show an owl blinking his eye, you would use this
sequence of calls:

CALL GSSEG(O0); /* Open a graphics segment. */
Draw owl...

CALL FSFRCE; /* Send picture of owl with two open eyes. */
CALL BLACK_EYE; /* Call subroutine to black out one eye. *x/
Draw closed eye in blacked-out area...

CALL FSFRCE; /* Send picture of owl with one eye closed.*/

CALL BLACK_EYE; /* Call subroutine to black out closed eye.*/

Redraw open eye...

CALL FSFRCE; /* Send picture of owl with two open eyes. */
BLACK_EYE: PROC;

CALL GSPAT(16); /* Solid shading pattern. */
CALL GSCOL(8); /* Set current color to background.*/
CALL GSMIX(2); /* Set mixing mode to overpaint. */
CALL GSMOVE(53.4,70.0); /* Move to bottom of eye. */
CALL GSAREA(0); /* Open area. *

CALL GSARC(53.4,70.6,360.0); /* Overpaint eye in background.*/
CALL GSENDA;
END BLACK_EYE;

Underpaint mode does not apply when the underlying color is background. The
reason is that there is no such thing as a background color to take precedence.
Background primitives are represented by switching off all the primary colors.

Background primitives make no impact on the previously drawn graphics if mix
mode is in effect. Remember that the effect of mix mode is to add the primary
components of the two colors together. Because “background” means having
no primaries, there is nothing to be added — the original color stands.

The effect of reverse-video can be achieved by setting the current color to
background and writing background graphics text on a colored area. The text
may be mode-2 (image) or mode-3 (vector). (Text modes are explained in
“Chapter 7. Basic graphics text” on page 55.) Except on a 3270-PC/G or /GX,
this technique will not work with mode-1, because the characters occupy whole
cells to the exclusion of the graphics. Background mode-1 text would be
invisible.
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Mixing background colors, using call GSBMIX

We have seen how GDDM gives you control over the mixing of the foreground
color of overlapping primitives. For certain primitives, you can also control how
the background of the current primitive combines with any previously drawn
primitives that it overlaps. By default, previously drawn primitives can be seen
through the background of the current primitive. This form of background mixing
is called transparent mode. The other background mix mode that you can set is
opaque mode. In this mode, the background of the current primitive completely
obscures any previously drawn primitives that it overlaps. The background will be
black for a display, and white for a printer or plotter.

The format of the call to set background mix mode is as follows:

CALL GSBMIX(2); /* Set background mix mode to opaque.*/
The possible values of the parameter are as follows:

0  Current default

2 Opague mode

5  Transparent mode (the initial default)

The graphics primitives (and their backgrounds) for which you can set this
attribute are:

Graphics images The background is every pixel that is not set within an
image.
Image markers The background is every pixel that is not set within the

marker definition.
Vector markers The background is the complete marker box.

Areas The background is every pixel within the area that is not
set by the shading pattern. For example, an area
containing a shading pattern that is a grid of horizontal
and vertical lines is drawn over some existing primitives.
If the background mix mode is set to transparent, the
underlying primitives will be seen through the square “
holes” contained by the horizontal and vertical lines. If
the background mix mode is set to opaque, the underlying
primitives will be covered up by the holes, which will
contain background color only.

Graphics text The effect of background mix depends on the mode of the
text. For Mode-1 and Mode-2 text, the background of a
character is every pixel that is not set within the
character definition. The effect of background mix on
Mode-1 text is also device-dependent. For more
information, see “Device variations” on page 49. For
Mode-3 text, the background is the complete character
box. For more information, see “Chapter 7. Basic
graphics text” on page 55.

GSBMIX has no effect on lines. Background mix mode is valid for all devices when
the foreground mix mode is overpaint. For details of which devices support which
combinations of foreground and background mix modes, see “Device variations” on
page 49.
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Transforming primitives, using call GSSCT

You can set a current transform that will be applied to all the primitives that
follow using the GSSCT call. Primitives can be transformed in four ways:

Displaced Moved to another x,y location

Scaled Made larger or smaller in the x,y direction, or in both
Rotated  Moved about a turning point in the x,y plane
Sheared Sloped to one side

Here is a typical call:

/* Scaling Shearing Rotation Displacement Type */
CALL GSscCT( 1,1, 0,1, 1,0, 0,0, 0 );

Although the current transform is a primitive attribute, the call can only be issued
within a currently open segment, and is processed in relation to the origin of the
segment (the position x=0,y=0 in world coordinates when the primitive is drawn).
GSSCT is therefore covered more fully in “Transforming primitives within a
segment” on page 143 in “Chapter 11. Graphics segments.”

Changing attributes inside an area

It is not permitted to change, say, the shading pattern in the middle of defining an
area. Only four attributes may be changed: the line type (CALL GSLT), the line
width (CALL GSFLW or CALL GSLW), the color (CALL GSCOL), and the mixing
mode (CALL GSMIX). Changes to these attributes will affect the drawing of
subsequent parts of the area boundary, but not the area fill. The attributes of the
fill are fixed when the GSAREA is executed.

Querying graphics attributes

All GDDM calls that set an attribute have a matching call to query the current
attribute value. For example: GSQCOL, GSQCA, and GSQFLW query the
attributes that can be set by GSCOL, GSCA, and GSFLW.

One use of these calls is to permit a subroutine to maintain the environment at the

time of its calling. For example, a subroutine that draws a thick red square at an
X,y position passed to it might look like this:
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/* Subroutine to draw red square centered on passed x,y position*/

RSQUARE: PROC(X,Y);

DCL (X,Y) FLOAT DEC(6); /* Parameters passed to subroutine. */

DCL COL FIXED BIN(31), /* Temporary variables. */
LW FLOAT DEC(6);

/**********************/

/* Query attributes */
/**********************/
CALL GSQCOL(COL); /* Save current value of color attribute. */
CALL GSQFLW(LW); /* Save current value of line width attribute.*/

CALL GSCOL(2); /* Change current color to red. */
CALL GSFLW(2.0); /* Change current line width to thick*/
CALL GSMOVE(X-1.0,Y-1.0); /* Move to start of red square. */
CALL GSLINE(X+1.0,Y¥-1.0); /* Draw first line of square. */
CALL GSLINE(X+1.0,Y+1.0);
CALL GSLINE(X-1.0,Y+1.0);
CALL GSLINE(X-1.0,Y-1.0);
/**********************/
/* Restore attributes */
/**********************/
CALL GSCOL(COL); /* Restore the color attribute. *x/
CALL GSFLW(LW); /* Restore the line-width attribute. */

END RSQUARE;

So, this subroutine might be called from several different points in the main
program. On each occasion the attributes in the main program would be left
unchanged.

Changing default attribute values

When a primitive is processed, any attributes that relate to the primitive and that
have not been explicitly set assume drawing default values supplied by GDDM. At
any time in your program you can change the drawing defaults from the values
supplied by GDDM to default values of your own choice — affecting color, line
width, line type, shading patterns, graphics text, symbol sets, and many other
attributes.

You can achieve this by containing attribute calls within two calls, GSDEFS and
GSDEFE, that respectively start and end a definition of drawing defaults.

For example, to change the default value of the current marker symbol from a cross
(the GDDM-supplied default) to a square, you would use these calls:

CALL GSDEFS(1,1); /* Start new drawing defaults definition. */
CALL GSMS(4); /* Set current marker symbol to square. */
CALL GSDEFE; /* End new drawing defaults definition. */

For the above example, any past or subsequent occurrence in your program of
GSMARK or GSMRKS for which the marker symbol has not been set (or is set to 0)
will result in a square marker symbol.

The first parameter of GSDEFS is always 1. The second parameter may take these
values:
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1 Merge (the default). When merge is specified, the defaults within the new
default definition are merged in with those in the existing default definition.
So the only existing defaults that are affected by the new definition are those
specifically set within it.

2 Override. When override is specified, the new default definition completely
overrides any existing default definition. As with merge, any attribute
default specifically set within the new definition changes the existing default
attribute that it relates to. Unlike merge, any default that is not specifically
set within the new definition will be reset to the GDDM default value.

For both merge and override, the existing defaults can be either GDDM defaults, or
defaults set by a previous default definition.

In general, whenever you change a drawing default, any segment primitive drawn
using the old default will be redrawn using the new one. For example, you could
draw and display a segment primitive using the default color green. You could
subsequently use several drawing default definitions to change the default color
attribute to red, pink, yellow, or any of the colors supported by your display. Each
time that you change the default color, the primitive will be redrawn in the new
color. Primitives outside segments will be discarded when the redraw occurs.

See “Chapter 12. Storing graphics” on page 157 for information on how default
definitions can affect the storing and restoring of pictures.

For the rules that apply to the use of GSDEFS and GSDEFE, and a complete list of
the calls that you can use with them, refer to the GDDM Base Programming
Reference manual.

Pushing and popping graphics attributes, using calls GSAM and GSPOP

Whenever you alter a primitive attribute to a new value, the old setting of the
attribute is automatically saved (PUSHED) by GDDM onto a last-in/first-out stack,
unless you specify otherwise. If you wish, your program can subsequently retrieve
(POP) the stored attribute value from the stack and reuse the value. The following
call controls the pushing:

CALL GSAM(0); /* Preserve attributes */
The value of the parameter is:

0 Preserve the attributes (the default)
1 Do not preserve the attributes

You can save all the primitive attributes introduced in this chapter (for example,
color, line type, current transform) and many others covered elsewhere in this
guide. For the full list of the attributes that can be saved, see the coverage of
GSAM in the GDDM Base Programming Reference manual.

The following call controls the popping:

CALL GSPOP(5); /* Restore the last five attributes saved.*/

The single parameter defines the number of attribute values to be restored, starting
with the last value saved.

For an example of the use of pushing and popping of attribute values, see
“Graphics attribute handling with called segments” on page 152.
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Device variations

The preceding sections of this chapter refer primarily to the 3179-G terminal.
However, most of the function is device-independent, so most of the information
applies to all graphics devices. The following sections describe functional
variations on other types of device.

IBM 3270 family of terminals

This covers members of the the 3270 family that use programmed symbols for
graphics, such as the 3279.

GSBMIX call: Background mix is only supported when the foreground mix mode
is overpaint.

IBM 3270-PC/G and /GX work stations

GSCOL call: If the work station is a 3270-PC/GX with a 5371 Model CO1 display
unit, 16 colors are supported. Their values are as follows:

-2 White

Black

Default (green)
Blue

Red

Pink (magenta)
Green
Turquoise (cyan)
Yellow
Neutral (white)
Background (black)
Dark blue

10  Orange

11  Purple

12  Dark green

13  Turquoise

14  Mustard

15  Gray

16  Brown.

1
[any

O OO WNREO

GSMIX call: Mode 3 (underpaint) is not supported. It is treated as overpaint.

The results for mix mode with the above colors are as indicated in the table in
Figure 21 on page 50.
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1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16
1 1 3 3 5 5 7 7 1 13 14 15 12 13 14 15 12
2 3 2 3 6 7 6 7 2 9 11 11 13 13 15 15 9
3 3 3 3 7 7 7 7 3 13 15 15 13 13 15 15 13
4 5 6 7 4 5 6 7 4 11 10 11 14 15 14 15 10
5 5 7 7 5 5 7 7 5 15 14 15 14 15 14 15 14
6 7 6 7 6 7 6 7 6 11 11 11 15 15 15 15 11
7 7 7 7 7 7 7 7 7 15 15 15 15 15 15 15 15
8 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16
9 13 9 13 11 15 11 15 9 9 11 11 13 13 15 15 2
lo0 14 11 15 10 14 11 15 10 11 10 11 14 15 14 15 10
11 15 11 15 11 15 11 15 11 11 11 11 15 15 15 15 11
12 12 13 13 14 14 15 15 12 13 14 15 12 13 14 15 12
13 13 13 13 15 15 15 15 13 13 15 15 13 13 15 15 13
14 14 15 15 14 14 15 15 14 15 14 15 14 15 14 15 14
15 15 15 15 15 15 15 15 15 15 15 15 15 15 15 15 15
le 12 9 13 10 14 11 15 16 9 10 11 12 13 14 15 16

Figure 21. GSMIX table for mix mode on the 3270-PC/GX

Pattern sets: There must be sufficient symbol set storage available in the work
station for any specified pattern set, otherwise the default pattern will be used for
shading.

IBM 5080 Graphics System

GSBMIX call: This call is not supported.

GSCOL call: 16 colors are supported. Their values are the same as the values for
the 3270-PC/G and /GX.

GSLW call: Only one line width is supported. Any other specified line width
defaults to this.

GSMIX call: Only overpaint mode is supported. A warning message is issued if
any other mode is specified.

Pattern sets: Only the 16 GDDM-supplied pattern sets are available, in any of the
16 supported colors. Any other specified pattern set results in pattern 16 (solid).

5550-family multistations

GSMIX call: Mode 3 (underpaint) is not supported. It is treated as overpaint.

GSBMIX call: Opaque mode is not supported. It is treated as transparent.

Color-separation masters on printers

GSCOL call: If color separation is required on a family-4 device (see
“Composed-page printer as a family-4 primary device” on page 399), the value of
the GSCOL parameter can range from 0 to the number of entries in the selected
color table.
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Plotters
GSMIX call: Mix mode is not supported.
GSCOL call: The parameter to this call is the number of a pen holder on the
plotter, rather than a color. The color that results depends on the color of the pen
that the plotter operator puts into the holder. More information is given in
“Colors” on page 434.

Pattern sets: You cannot specify user pattern sets for plotters.

GSBMIX call: Background mix is only supported when the foreground mix mode
is overpaint.

4224 IPDS printers
GSMIX call: Only overpaint is supported.

Pattern sets: Only the 16 GDDM-supplied system shading patterns are available.
Any other specified pattern results in pattern 16 (solid).
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GDDM provides three different sets of functions for displaying characters and
other symbols: graphics text, procedural alphanumerics, and mapped
alphanumerics. This chapter briefly describes each one, to help you decide which
to use for a particular purpose, and tells you where to find more information.

Graphics text

This is the simplest set of functions. The caption on the house in Figure 1 on
page 8 is in graphics text. It was created simply by executing a GSCHAR call for
each line.

The primary purpose of graphics text is to annotate graphics displays. It is also
used where maximum control over the appearance of the text is required - for
instance, when preparing presentation material, such as overhead projection foils
and slides.

The location of the text is specified in world coordinates, and it can be positioned
to pel accuracy. The application program can specify its size, angle, and direction.
Characters can be proportionally spaced. Large and complex symbols can be
displayed, as well as characters.

On 3270-PC/G and /GX work stations, and on 5080 Graphics Systems, graphics text
functions can be used for input, that is, for reading data from the terminal, but
they are suitable for obtaining only small amounts of data. The input functions,
like the output, are primarily intended for use in a graphics context - for instance,
to allow the terminal user to enter parameters concerning a picture currently on
display. On other types of terminal, graphics text is output only.

Graphics text is supported on all devices except alphanumerics-only terminals and
printers.

For more information about writing graphics text, see “Chapter 7. Basic graphics
text” on page 55. For input, see “Chapter 14. Interactive graphics” on page 177.

Procedural alphanumerics

The GDDM alphanumeric calls display one symbol per hardware cell, and exploit
the 3270 family’s alphanumeric field functions. Comprehensive support is provided
for both output and input on 3270 devices. Alphanumeric functions are not
supported on some devices, such as plotters or the 4250 printer.

The procedural functions are so named because the alphanumeric fields are defined

procedurally - that is, during execution of the program. There are calls first to
define the fields’ size, position, and other characteristics, then to put data into
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them. After an ASREAD, alphanumeric data entered by the terminal operator can
be read from the fields.

Alphanumeric fields do not generally mix well with graphics. Their positions are
defined in terms of rows and columns rather than by the window coordinates used
for graphics. They can be positioned only to cell accuracy, and their appearance

cannot be controlled to the same extent as graphics text.

Alphanumerics and graphics can be used together, but to be successful, they
usually need to occupy separate areas of the display.

The procedural alphanumeric calls are described in “Chapter 8. Basic
alphanumerics” on page 75 and “Chapter 16. Advanced procedural alphanumerics”
on page 235.

Mapped alphanumerics

Mapped alphanumerics, like procedural, exploit hardware cells and fields in the
terminal. They are supported on a similar range of devices. Mapped
alphanumerics differ from procedural in that the layout of a display is defined
separately from the program before execution.

The definition is done interactively, using the GDDM Interactive Map Definition
product (GDDM-IMD). This generates a record of each layout, called a map, to be
stored on disk and used by GDDM when the application program is executed.

Compared with procedural alphanumerics, mapped alphanumerics are generally
somewhat slower to implement as they require the initial map-definition step. But
for displaying more than a small number of fields, particularly if their layout is
crucial, mapping has considerable advantages:

® You can define the positions and sizes of all the fields in a display by
positioning the cursor on the screen. This is generally much easier than
specifying row and column numbers, and it is the major advantage of mapping.

¢ Execution time performance is likely to be better with mapping than with
procedural alphanumerics.

® You can change the layout of mapped fields more easily than procedural ones.
In many cases, you do not need to recompile the program.

Graphics can be added to mapped alphanumerics in a special graphics area, the size
and position of which is specified during map definition.

After sending the mapped output to the terminal, either using ASREAD or the
special MSREAD call, an application program can read any alphanumeric input
data entered by the operator.

More information is given in “Chapter 17. Mapped alphanumerics” on page 251
and “Chapter 18. Variations on a map” on page 273.
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This chapter describes the output of graphics text. Input on 3270-PC/G and /GX
work stations, and on 5080 Graphics Systems, is described in “String input” on
page 184.

To add graphies text to a display, there are two possible calls. One is GSCHAR:

CALL GSCHAR(30.0,90.0,11, 'TOTAL SALES');
/* Put 11 characters of graphic */
/* text in position (30,90) */

As with all graphics calls, the position is given in world coordinates rather than
the rows and columns scheme used for alphanumerics. The text itself may be a
character constant (as here) or a character variable.

The second call, GSCHAP, is similar, but the string is located at the current
position, instead of a specified position:

CALL GSCHAP(1l,'TOTAL SALES'); /* Send 1l characters of graphics*/
/* text to the current position. */

GSCHAR and GSCHAP leave the current position set to the end of the created text
string. GSCHAP is most frequently used when concatenating text, for example:

DCL PPP PIC'$$$$89'; /* PL/I picture variable to edit data.*/
DCL PROFIT FIXED BIN(31); /* Variable holds the year's profit. */
PPP=PROFIT; /* Convert from numeric to character form */

CALL GSCHAR(30.0,45.0,25,"'THE PROFIT THIS YEAR WAS '});

CALL GSCHAP(6,PPP); /* Concatenate actual profit.*/
CALL GSCHAP(13,' (BEFORE TAX)'):; /* Concatenate further text. */

If the profit was, say, $45300, the output from these calls would be:

THE PROFIT THIS YEAR WAS $45300 (BEFORE TAX)

Breaking lines of graphics text
To request a line break, you must include the special character code X’15° in your

text string. Because PL/I does not support hexadecimal constants, this is the code
required:
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DCL CHAR1 CHAR(1); /* Declare temporary variable.*/

UNSPEC(CHAR1)='00010101'B; /* Assign X'15' into variable.*/
JERRKEIRERKRKIEIRARKRKR KA KKK RN /

/¥ Put out 2-line text string */
/******************************/

CALL GSCHAR(20.0,20.0,22,'FIRST LINE'||CHAR1||'SECOND LINE'};

The output will appear as:

FIRST LINE
SECOND LINE

The three modes of graphics text

When creating graphics text, you can specify many attributes that will affect its
appearance. The most important of these is the mode of the text, which can have
the value 1, 2, or 3. You can specify the mode with the GSCM call:

CALL GSCM(3); /* Set character mode to 3 - vector text.*/

The mode will apply to all subsequent GSCHAP and GSCHAR calls until the
character mode is changed again. If it is not specified, the default is mode-1. If the
program uses segments, opening a new segment resets the mode to the default.

The character mode determines which type of symbol set is used. A symbol set is
a collection of characters and other symbols; usually they are all a particular style,
or font, such as Times Roman or Gothic.

For the main description of symbol sets, see “Chapter 15. Symbol sets” on
page 219. Briefly, there are two sorts:

Image symbols These are defined in terms of pixels. They can be either built
into the terminal, in which case they are called hardware
symbols, or loaded into it from the host computer.

Vector symbols These are defined in terms of straight and curved lines. They
are loaded into the terminal from the host, except in the cases
described in “Differences on the IBM 3270-PC/G and /GX work
stations” on page 70,

GDDM supplies a number of image and vector symbol sets. In addition, users can
create their own.

Mode-1 and Mode-2 are highly device-dependent. This chapter describes their use
primarily on the ordinary terminals in the 3270 family, such as the IBM 3279.
Differences on other types of device are described at the end of the chapter.

The relative advantages and disadvantages of the three modes on all types of

terminal are discussed later, in “Advantages and disadvantages of each character
mode” on page 73.
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Figure 22. Mode-1 and mode-2 graphics text

Mode-1 graphics text

Mode-1 is basically the same as GDDM alphanumerics output (see “Chapter 16.
Advanced procedural alphanumerics” on page 235). The symbols occupy one
hardware cell each. By default, the device’s own hardware symbol set will be used,
but the application program can load its own image symbol set (see “Symbol sets
for graphics text” on page 222). Only image symbols that match the hardware cell
size may be used.

A mode-1 symbol occupies its cell completely. Any graphics in the cell is
obliterated. This can aid the readability of the text.

A general name for mode-1, applicable to all types of terminal, is string-positioning
mode, indicating that the application program can control the position of the start
of the string only.

Mode-2 graphics text

Mode-2 text is similar to mode-1 in many respects. Like mode-1, it is composed of
image symbols. GDDM will load a default image symbol set, or the application may
load one explicitly (see “Symbol sets for graphics text” on page 222). The symbols
may be of any size, and they are positioned to pixel accuracy.

Figure 22 shows how a mode-1 character occupies a whole hardware cell, but a
mode-2 character may occupy several cells. If a symbol set does match the
hardware cell size, it may be used for either mode-1 or mode-2.
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The pixels that make up a mode-2 text string are merged with those representing
the requested graphics. They do not take precedence over the graphics. They are
on an equal footing, and are subject to the same color-mixing rules (see “Mixing
foreground colors, using call GSMIX” on page 42 and “Mixing background colors,
using call GSBMIX” on page 45).

The general name for mode-2 is character-positioning mode, indicating that the
application program dictates the position of each character (or symbol) within the
string. '

Mode-3 graphics text

Mode-3 text is composed of vector symbols. GDDM will load a default vector
symbol set, or the application may load one explicitly (see “Symbol sets for
graphics text” on page 222).

Because each symbol is created as a sequence of lines and arcs, GDDM can
manipulate it into any required size, aspect ratio, angle, or shear (italicization).
Each symbol is positioned in the display to the maximum accuracy allowed by the
hardware (pixel accuracy on ordinary 3270 terminals).

The lines and arcs that make up a mode-3 text string are merged with those
representing the requested graphics. Like mode-2 text, they do not take precedence
over the graphics, and they are subject to the same color-mixing rules as graphics
primitives (see “Mixing foreground colors, using call GSMIX” on page 42 and
“Mixing background colors, using call GSBMIX” on page 45).

The general name for mode-3 is stroke-positioning mode, because the application
program can control the drawing of every stroke of every symbol.

Affecting the appearance of graphics text, using attributes

There are several attributes that affect the appearance of graphics text. How much
effect a particular attribute has on the character string depends on the mode of the
text. The general situation is that all the attributes apply fully to mode-3
(stroke-positioned) text. Some of them apply to mode-2 (character-positioned) text
but hardly any affect mode-1 (string-positioned) text.

Each of the attributes will be described, together with its effect on each of the
three modes.

Setting the character box attribute, using call GSCB
This affects the size and spacing of the characters within a text string. The call
has two parameters: the width of the character box (expressed in x world

coordinates) and the height of the character box (expressed in y world coordinates).
This is a typical call:

CALL GSCB(2.5,2.0); /* Set character box of size x=2.5, y=2.0 */
This would have the following effect on the three modes of text:

Mode-1 Hardware characters are placed in successive cells. The character-box
attribute is therefore completely ignored.
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Mode-2 Image symbols are used, and these are of fixed size - they cannot be
expanded or contracted to fit the character box. The character-box
setting therefore affects their spacing. Successive characters will be
spaced 2.5 x units apart and the lines 2 y units apart. If you use a
symbol set that is larger than this, and do not adjust the character
box, then your symbols will overlap. If you use a symbol set that is
smaller, there will be extra space around each symbol.

Mode-3 Each character would be scaled to fill the character box of 2.5 by 2 in
world coordinates, separate scale factors being used for the width and
depth to fill the box in both directions. The space allocated to each
character would be 2.5 x units wide (unless the symbol set is
proportionally spaced - see “Using proportionally spaced characters”
on page 60). Should a new-line character occur, the second line would
be placed 2 y units below the first.

The default character box is the hardware character cell.

Figure 23 shows the effect of a GSCB call on text of the three different modes
displayed on a color graphics display. If you want to set the character box to four
times its normal size, you must first query the attribute’s default value in window
coordinates:

CALL GSQCB(WIDTH,HEIGHT) ; /* Query character box. */
/* (When this query is made */
/* before any GSCB call, ® 7

/* default value will be returned) */
CALL GSCB(WIDTH*4.0,HEIGHT*4.0);

/* Set character box to */

/* 4.0 times default size. LY

This pair of statements was used in the GDDM program that produced Figure 23.

VECTOR TEXT | IMAGE TEXT HARDUWARE TEXT

Figure 23. Effect of character-box attribute on the three text modes
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Using proportionally spaced characters: The maximum width of a mode-3
symbol is the width of the character box. But symbols can be assigned individual
widths less than this when the symbol set is created.

Symbols that do have individual widths are said to be proportionally spaced.
GDDM supplies a number of proportionally spaced vector symbol sets, (see the
GDDM Base Programming Reference, Volume 2 for details), and you can create
your own using the Vector Symbol Editor. In the latter case, you assign a width to
each character, and the editor records, as part of the character’s definition, the
ratio between its assigned width and the maximum. Altering the width of a
character does not alter the size of the character box.

If a symbol set is not proportionally spaced, a narrow character like an “i” is
allocated just as much space as a wide one like a “W”. The result is empty space
around narrow characters. The advantage of proportionally spaced characters is
that GDDM displays them at a spacing that is in proportion to their individual
widths. This gives a more pleasing appearance and more compact character
strings. The difference is illustrated in Figure 24.

Graphics Text

Glr|alplh|i|c|s| |T|e|x|t

The above text uses symbol-set
ADMUVCRP, which IS NOT

proportionally~spaced.

Graphics Text

Giriaiplhiicls| (Tlexit

The above text uses symbol-set
ADMUWCRP which IS
proportional ly-spaced.

Figure 24. Effects of proportional spacing

The spacing works as follows. After GSCHAR or GSCHAP has drawn a
nonproportionally spaced character, the current position is moved along by an
amount equal to the width of the character box. After drawing a proportionally
spaced character, the movement is a fraction of the character box width. The
fraction is equal to the ratio between the character’s assigned width and the
maximum, as recorded in the definition of the character.

The amount of space occupied by a proportionally spaced character string can be
determined by the GSQTB call (see “The text box” on page 65).
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For mode-2 and mode-3 characters, you can also control the amount of space
between character boxes, using the character box spacing attribute. See “Setting
the character-box spacing attribute, using call GSCBS” on page 65.

Setting the character angle attribute, using call GSCA

This specifies the angle of an imaginary base line along which the characters will
be written. The angle is specified as a ratio between the required x and y
increments, dx and dy. This is a typical call:

CALL GSCA(2.0,1.0); /* Set character angle of dx=2.0, dy=1.0 */

The angle will be that obtained by moving 2 x units (measured in world
coordinates) in the x direction and 1 y unit (again measured in world coordinates)
in the y direction.

When the graphics window has been chosen so that 1 x unit is physically equal to 1
y unit (see discussion in “The graphics window” on page 101), the angle of the base
line will be given by arctan(dy/dx). Or, to get an angle A, you should set the
parameter dx=cos(A) and dy =sin(A). For some angles one or both of the
parameters will be negative.

Setting a character angle has a different effect on each of the three modes:
Mode-1 The attribute is ignored.

Mode-2 The character boxes are placed side by side along the base-line, but the
characters themselves are not rotated. As with character box, the
attribute affects the positioning of mode-2 text but not its appearance.
The lower left-hand corner of each mode-2 character will be placed at
the lower left-hand corner of each (tilted) character box.

Mode-3 Character boxes of the specified (or defaulted size) will be placed side
by side along the base-line. The vector symbols will fill these (tilted)
character boxes. In other words, each character will be rotated so that
its base lies on the baseline.
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VECTOR TEXT IMAGE TEXT

Figure 25. Effect of character-angle attribute on the three text modes

Figure 25 shows the effect of the above GSCA call on text of the three different
modes.

Changing the character direction attribute, using call GSCD

This attribute provides support for languages that are not written in the European
left-to-right fashion. This is a typical call:

CALL GSCD(2); /* Set character direction to downward. */
After this call, a GSCHAR of the string ABC would appear as:
A

B
C

This is the standard direction for Chinese text. It might also be used to annotate
the y axis of a business chart.

There are four possible values for the single parameter:

1 Normal direction (left to right)
2 Downward

3 Right to left

4 Upward.

A new line is placed below the previous one for directions 1 and 3, and to the left
for directions 2 and 4.

Of course, this attribute does not act independently. It interacts with other

attributes such as character box and angle. This is the effect of setting a
downward direction for the three different modes:
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Mode-1

Mode-2

Mode-3

Figure 26.

The attribute is supported by using successive character positions
running in the appropriate direction. This means that successive cells
running in the appropriate direction are used. Note that the character
angle is always ignored for mode-1. A GSCD downward request has
the same effect whether the character angle is set to 0, 90, or 180
degrees, or some sloping angle.

The character boxes are placed as for mode-3. The image symbols are
positioned at the bottom left of the character boxes, as always.

The first character box is placed on the (possibly tilted) base line. The
next character box is placed underneath it, with the top of the
character box on the base line. Further character boxes are placed
similarly.

(XY == (XoY)==)

VECTOR TEXT IMAGE TEXT

Effect of character-direction attribute on the three text modes

Figure 26 shows the effect of the above GSCD call on text of the three different
modes displayed on a color graphics display.

Chapter 7. Basic graphics text 63



see end of chapter for device variations

VECTOR TEXT IMAGE TEXT

Figure 27. Effect of character-shear attribute on image and vector text

Shearing characters attribute, using call GSCH

This attribute gives an italicizing effect on mode-3 symbols by shearing the top of
each character box to the right or the left. The amount of shear is given in the
same way as the character angle was specified — by stating a dx and a dy. If dx
and dy are positive, the characters will slope forward. If dx is negative, they will
slope backward. This is a typical call:

CALL GSCH(1.0,3.0); /*Shear the characters right, dx=1.0, dy=3.0%*/

As with GSCA, the parameters express a ratio. They are in world coordinates (not
absolute units).

This will be the effect of the call on the three different modes:
Mode-1 The attribute is ignored.

Mode-2 The attribute has no effect on the appearance of individual characters
nor on the positioning of characters in a single line of text. If image
symbols are used, the characters will be placed in the bottom left of
the character boxes, as usual.

The attribute does have an effect on positioning when there is more
than one line of text. The boxes of the second and subsequent rows
will be placed so that their tops coincide with the bottoms of those in
the previous row. A block of several equal-length lines of text will
itself then form a parallelogram.

Mode-3 The first line of character boxes is placed along the base-line specified
by the character angle (if any). The tops of each box are now sheared
(parallel to the base line) to form parallelograms. The mode-3 symbols
are now transformed to fit accurately into these character boxes. If
there are two or more lines of text, then, as explained for mode-2 text,
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each line of character boxes will be offset from the previous one
because of the alignment of the parallelogram character boxes.

Figure 27 on page 64 shows the effect of character shear, both on the positioning
of the character boxes and on the drawing of each character.

Setting the character-box spacing attribute, using call GSCBS

The text box

This attribute gives you control over the spacing between character boxes in a text
string. Once it has been set, it applies to all mode-2 and mode-3 text. For mode-1
text, it is ignored. This is a typical call:

CALL GSCBS(0.9,3.0); /* _Set character box spacing.*/

The parameters are the width multiplier and the height multiplier. Both
parameters are multipliers of the dimensions of the character box. A positive
multiplier will put extra space between character boxes. A negative multiplier can
be used to overlap character boxes. A value of zero in a multiplier gives standard
spacing (the default). For any individual symbol set, whether proportionally or
non-proportionally spaced, the dimensions of the character box are constant.

The width multiplier is specified as a fraction of the width of the current character
box, and affects the horizontal space between character boxes.

The height multiplier is specified as a fraction of the height of the current
character box, and affects the vertical space between character boxes.

The effect of the multipliers depends on the direction of the text. See the GDDM
Base Programming Reference manual for details.

Characters in proportionally spaced vector symbol sets will still have their
individual widths, but will be separated by the specified or defaulted character-box
space.

The set of character boxes in which the text string specified in a GSCHAR or
GSCHAP call is drawn are conceptually enclosed within a rectangle or
parallelogram called a text box.

If you allow the character-box space to default, the set of character boxes will be
contiguous.

The dimensions of the text box for left-to-right text will therefore be:

For a string containing no new-line characters, the height of the text box will
be the same as the character-box height, and the width will be equal to an exact
number of character-box widths,

If there are new-line characters, the box will be equal in depth to the
character-box height multiplied by the number of lines, and as wide as the
longest line.

If you use a non-default character-box space, or proportionally spaced vector
symbols, the width of the text box will not be a simple multiple of the character box
width. For example, with non-default character-box spacing, the dimensions of the
text box have to take account of the appropriate number of character box spaces.
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You can use the GSQTB call to find out the positions of the corners of the box, and
the current position after the characters have been drawn. You will be aware of a
particular need for it if you use character-box spacing or proportionally spaced
vector symbols,

Here is an example:

DCL XCOORDS(5) FLOAT DEC(6),

YCOORDS (5) FLOAT DEC(6);

/* Length String Count Returned coordinates */
CALL GSQTB(3, 'ABC', 5, XCOORDS, YCOORDS) ;

The first parameter is the length of the string, and the second, its contents. The
last two parameters are arrays in which GDDM returns information about the text
box. The third parameter specifies the number of elements in these arrays.

The arrays can have up to five elements each. In the first four, GDDM returns the
positions of the corners of the text box as offsets from the starting point of the
string. Their order is: top left, bottom left, top right, bottom right. Precise
definitions of these terms are given in GDDM Base Programming Reference
manual. The fifth element of each array gives the offsets of the current position
after the character string has been generated. This pair of offsets identifies where
the next character would be drawn.

You should note that all the offsets are always returned as if the starting point of
the string is at 0,0. This means that you have to add the actual coordinates of the
starting point of the string to the returned offsets to get the actual positions of the
corners of the text box. For example, the following section of sample code adds the
first four offsets to the actual position of the starting point, to draw a line around

the string:

DCL XC(5) FLOAT DEC(6), /* Declare arrays for */
YC(5) FLOAT DEC(6); /* GSQTB call */

DCL NEWLINE CHAR(1); /* Declare new line character */

UNSPEC(NEWLINE) = '00010101'B; /* and initialize it. */

CALL GSCM(3); /* Specify mode-3 (vector text) */

/* Now write the string of characters and query their text box */
CALL GSCHAR (X,Y,19,'CURRENT'||NEWLINE||'EXPENDITURE');

CALL GSQTB (19, 'CURRENT' | |[NEWLINE| | 'EXPENDITURE' ,5,XC,YC);
CALL GSMOVE (X+XC(1),Y+YC(1l)); /* Move to bottom left of text box*/
CALL GSLINE(X+XC(3),Y+YC(3)); /* Draw around ... */
CALL GSLINE(X+XC(4),Y+YC(4)); /* the ... *
CALL GSLINE(X+XC(2),Y+YC(2)); /* text box */
CALL GSLINE{X+XC(1),¥Y+YC(1)); /* */
CALL GSMOVE (X+XC(5)+10,Y+YC(5));/* Move to 10 x units along from*/
. /* what was current position */
. /* after text was written. */

The primary application of the GSQTB calls is with proportionally spaced mode-3
vector symbols. It can be used with mode-1 and mode-2 text.

In the case of mode-2 text, it is particularly important to remember that the call
returns the coordinates of a box that encloses the character boxes within the
string, not the symbols. Image symbols do not necessarily fill the character boxes,
and can also extend outside them, as can be seen from Figure 27 on page 64. And
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if the boxes are angled, their edges will be staircased. In all cases, the text box
runs through the extremities of the character boxes.

Setting the text alignment attribute, using call GSTA

If you allow the text alignment attribute to default, text is aligned such that a
point on the text box corresponds with either the position specified in the x and y
coordinates in the GSCHAR parameters, or the current position before a GSCHAP
call was issued. The character direction determines which point on the text box is
used as the alignment point. For example, if you have a normal graphics window,
the GDDM default character angle, direction, and shear, and the width and height
of the character box are both positive values, the alignment point will be the
bottom-left corner of the leftmost character box in the first row of text. Default
alignment points for other character directions are given below.

You can use the text alignment attribute call to alter the alignment point of a text
box. This is a typical call:

GSTA(3,2); /* Align center top of text box with current position*/

The call is valid for all three modes of graphics text. The first parameter
horizontally aligns the text box. It has the following possible values:

-1  Alignment according to character direction:

Direction Alignment

Left to right Left edge of first character
Downward Left edge of first character
Right to left Right edge of first character
Upward Left edge of first character

o] The default (initially the same as -1).

1 Alignment according to current character direction:
Direction Alignment
Left to right Left edge of text box
Downward Left edge of text box
Right to left Right edge of text box
Upward Left edge of text box

2 Left edge of text box
3 Center (arithmetic mean of left and right edges of text box)
4 Right edge of text box

The second parameter vertically aligns the text box. It has the following possible
values:

-1  Alignment according to current character direction:

Direction Alignment

Left to right Bottom edge of first character
Downward Top edge of first character
Right to left Bottom edge of first character
Upward Bottom edge of first character
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0 The default (initially the same as -1)

1 Alignment according to current character direction:
Direction Alignment
Left to right Bottom edge of text box
Downward Top edge of text box
Right to left Bottom edge of text box
Upward Bottom edge of text box

2 Top edge of text box

3 Cap of character furthest towards top of text box (see note).
4 Center (arithmetic mean of top and bottom edges of text box)
5 Base of character furthest towards bottom of text box (see note).

6 Bottom edge of text box

Note: Vertical parameter values of 3 and § apply only to symbol sets where the
positions of bases and caps are defined. GDDM-supplied symbol sets do not define
these positions; parameter value 3 will therefore have the same effect as value 2,
and value 5 will have the same effect as value 6.

If you have a normal graphics window, the GDDM default character angle,
direction, and shear, and the width and height of the character box are both
positive values, the meanings of terms like “top-left” and “bottom-right” are
obvious. The meanings are not so obvious when text is rotated or sheared. For
example, the term “top-left” actually refers to the corner of the text box that is
top-left when no rotation or shearing is applied. There is an illustration of this in
the coverage of GSQTB in the GDDM Base Programming Reference manual.

Also, if you change the direction of the graphics window so that, for example, low x
values lie on the right-hand side of the display, the term “left” will apply to the side
of the display corresponding to low x values. The same principle applies to
changing the direction of the graphics window in the y direction.

Example using graphics text attributes

There are eight different attributes that affect the appearance of graphics text:
character mode, character box, character angle, character direction, character
shear, character box space, text alignment, and character symbol-set. Whenever
some graphics text is written (with a GSCHAR or GSCHAP call), the current
values of these eight attributes will apply, whether they have been explicitly set or
defaulted. Here is an example using the first five attributes. The symbol set
attribute is discussed in “Chapter 15. Symbol sets” on page 219.
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CALL GSSEG(0); /* Open unnamed segment. */
CALL GSCHAR(4.0,8.0,3,'ABC');/* Mode-1, color green, default */
/* direction. */
CALL GSCA{(1.0,1.0); /* Set character angle to dx=1.0, */
/* dy=1.0 (45 degrees above */
/* horizontal, if */
/* 1 x unit = 1 y unit) */
CALL GSCB(8.0,6.0); /* Set character box to */
/* 8 x units by 6 y units. */
CALL GSCHAR(24.0,30,0,3,'GHI');
/* Mode-1, color green, default */
/* direction (still). */
CALL GSCM(3); /* Set mode to 3 - vector text. */
CALL GSCHAR(60.0,45.0,5,"'PQRST');
/* Green vector characters. */
/* The string and each character */
/* tilted at 45 degrees, each */
/* character of size 8 by 6 */
/* in world coordinates. */
CALL GSCH(-1.0,5.0}; /* Request backward shear. */

CALL GSCHAR(10.0,15.0,2,'YZ');
/¥ Same as previous string except */
/* that the top of each character */

/* is sheared to the left. */
CALL GSCM(2); /* Set mode-2 - image characters. */
CALL GSCOL(6) ; /* Change color to yellow. */
CALL GSCHAR({50.0,50.0,4,'JKLM');

/* Yellow image characters. */

/* The string slopes at an */

/* angle of 45 degrees but the */

/% individual characters are */

/* not rotated or sheared. */
CALL GSCD(2); /* Set downward character direction*/
CALL GSCM(3); /* Revert to vector characters. */

CALL GSCHAR(20.0,90.0,2,'0OP');
/* Yellow sheared vector characters*/
/* - each character is rotated 45 */
/* degrees and placed beneath the */
/* previous one. The text string x/
/* is therefore at an angle of */
/* minus 45 degrees to horizontal. */

CALL ASREAD(TYPE,MOD,CQUNT); /* Send out all the graphics text. */

It is the attribute values current at the time of the GSCHAR call that affect the
appearance of the characters. The attribute values at the time of the ASREAD call
have no particular significance. An exception to this is if GSCHAR uses the
default value of any attributes (such as character mode). If such a default is
subsequently changed (from mode-3 to mode-2, for example) the appearance at
ASREAD will be affected.
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Device variations

The preceding sections of this chapter refer primarily to members of the 3270 family
that use programmed symbols for graphics, such as the 3279. However, most
function is device-independent, so most of the information applies to all graphics
devices. The following sections describe functional variations on other types of
device.

Differences on the IBM 3179-G Color Display Station

Mode-1 text Graphics and text are presented on an equal footing:
where they coincide, both are displayed. Mode-1 does not
have the advantage that the text is always the sole
occupant of the text box.

Differences on the IBM 3270-PC/G and /GX work stations

Mode-1 text Graphics and text are presented on an equal footing:
where they coincide, both are displayed. Mode-1 does not
have the advantage that the text is always the sole
occupant of the text box.

The symbols are not located in hardware-defined cells.
They can be of any size. The start of the string is
positioned to pixel accuracy.

Mode-2 and -3 text The work station has a hardware image and vector symbol
set. These are used as the defaults for modes-2 and -3
unless you specify that a GDDM symbol set is to be loaded
and used instead (see “Default symbol sets for graphics
text” on page 389).

Default character box For all modes of text, the default character box is the
hardware graphics cell size, which is different from the
hardware alphanumerics cell size.

Alphanumerics cells have a predefined size and predefined
locations, in rows and columns, on the screen. Graphics
cells have a predefined size, but not predefined locations.
Differences on the 5080 Graphics System
Mode-1 text As for 3270-PC/G and /GX, above.
Mode-2 text Other data in the cell is obscured by the text.

Default character box For all modes of text, the default character box is the
character size of the 5080 base-character set.
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Differences on 5550-family multistations
Mode-1 and -2 text The same as for 3270-PC/G and /GX

Mode-3 text The same as for 8270-PC/G and /GX, if Japanese 3270-PC/G
software from Version 6 and onward is used.

Default character box The same as for 3270/PC/G and /GX.

The 5550 family has no mode-3 hardware image symbol set if Japanese 3270-PC/G
software before Version 6 is used. GDDM’s default mode-3 symbol set is used if not
loaded explicitly. For DBCS text, GDDM’s DBCS symbol set is automatically
loaded.

Differences on composed-page printers

This section describes how text on composed-page printers, such as the IBM 4250
and the 3800 Models 3 and 8, differs from text on the ordinary members of the IBM
3270 family, like the 3279:

Mode-1 text and graphics
Graphics and text are presented on an equal footing:
where they coincide, both are displayed. Mode-1 does not
have the advantage that the text is always the sole
occupant of the text box.

Effect of call GSCB

Mode-1 text The GSCB call has no effect. If image symbols are used,
the character box is the same size as the symbols. If
vector symbols are used, the character box is the default
one, and the width and depth of the symbols are scaled
separately to fill the box.

Mode-2 text The symbols come from either an image symbol set

specified by you, in which case the effect of the character
box is the same as on ordinary 3270 devices, or the default
vector symbol set, in which case they are scaled to fill the
box, as for mode-3.

Default character box
The default character box is such that letter heights
approximating to 12 points (1/6 inch) are produced. The
width is half the height. In terms of pixels, this means, for
example, 100 pixels deep by 50 wide on a 4250, and 40 deep
by 20 wide on a 3800.

Differences on plotters

Some special considerations for plotters are described in “Symbol sets” on
page 439.

Mode-1 text The start of the string is positioned to the maximum
accuracy allowed by the hardware.
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Mode-2 text The pixel spacing for image symbols is as described in
“Cells, pixels, and plotter units” on page 426.

If no image symbol set is loaded by the program, the
default vector symbol set ADMDVSS is used. The
characters are then scaled to fit the current character box
as far as possible without distortion.

Default character box This is the notional cell described in “Cells, pixels, and
plotter units” on page 426.
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Advantages and disadvantages of each character mode

Each of the three character modes has its own advantages that will prove the best
choice in particular situations. These are the main features of each mode:

Mode-1: String positioning

Advantages: This is the cheapest mode to use as very little processing is required
by GDDM. Multicolored symbols are permitted, except on the IBM 5080 Graphics
System. On devices in the IBM 3270 family (except the 3270-PC/G and /GX), the
fact that mode-1 text is the sole occupant of its cells aids its readability where text
and graphics coincide. Other modes will merge the text with the graphics.

Disadvantages: These are best considered individually for each type of supported
device:

e IBM 3270 devices (except the 3270-PC/G and /GX): The text can be positioned
only to hardware cell accuracy. Its placement relative to the graphics will
therefore vary from device to device. The size of each character in a symbol set
has to match the cell size of the device. This prevents the use of large symbols
and requires a separate version of the symbol set for each device of different
cell-size.

e Plotters, IBM 3270-PC/G and /GX, 5550: Although the text can be positioned to
the maximum accuracy allowed by the hardware, the size, direction, and angle
of the characters are fixed.

o Composed-page printers: If vector symbols are used they are limited to one size
— that of the default character box. The limitation can be overcome by using
image symbols, which can be of any size.

Mode-2: Character positioning

Advantages: The limitations on character size and positioning mentioned for
mode-1 can be avoided. You can use image symbols. Multicolored symbols are
again permitted, except on the IBM 5080 Graphics System. With image symbols,
the dot representation of each character is always exactly the one that was defined
when the symbol set was created. The characters do not therefore suffer from
distortion, as vector characters may in some circumstances.

Disadvantages: The characters cannot be rotated or otherwise manipulated. You
can use image symbols to achieve a particular size of character, but the size is fixed
when the symbol set is created; the characters may not be expanded or contracted
by the application program.

Mode-3: Stroke positioning
Advantages: Because each character is originally created as a sequence of lines
and curves, GDDM can manipulate the symbols when they are displayed. They

may be shown at any size or aspect ratio (GSCB), rotated (GSCA), or sheared
(GSCH).
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Disadvantages: The symbols are monochrome. On 3270 devices, rastering is
subject to rounding errors. The end of each line in the symbol can be resolved only
to the nearest pixel (screen position). This means that mode-3 characters displayed
at a small size may be difficult to read. Mode-2 may therefore be preferable when
small characters are required on these devices.

On the 3270-PC/G and /GX family, and 5550 family, mode-3 text takes longer to
draw than mode-1 and -2.
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This chapter introduces the facilities that GDDM provides for output and input of
alphanumeric data.

On the IBM 3270 family of devices, the display area (that is, the screen or printed
page) is divided into cells. The cells are rectangular in shape, they are arranged in
rows and columns, and each can display one character (or symbol, as the terms are
synonymous). GDDM allows you to define contiguous blocks of cells to be
alphanumeric fields.

You can specify where on the display area the fields are to be located.
Alphanumeric data may be transmitted to them, and a terminal operator may type
input data into them. All the calls that process alphanumeric fields have the
format CALL ASxxxx.

The facilities provided by these calls are called procedural alphanumerics, to
distinguish them from GDDM mapping. An introduction to mapping, and guidance
on when to use it in preference to procedural alphanumerics, are given in “Chapter
17. Mapped alphanumerics” on page 251.

Logically, alphanumeric fields are stored, like graphics, in pages by GDDM. When
an alphanumeric field is created, it is added to the current page. A page can
therefore contain both graphics and alphanumeric fields.

The way that they combine depends on the device. On the 3179-G, 3270-PC/G and
/GX family, and 5550 family, you can control the precedence of alphanumerics over
graphics. See “Device variations” on page 86. On a 3279, the alphanumerics take
precedence; no graphics will appear in hardware cells that are part of an
alphanumeric field.

On some terminals (such as the dual-screen configuration of the 3270-PC/GX and
the 5080 Graphics System), the graphics are displayed on one screen and the
alphanumerics on another. See “IBM 5080 graphics system” on page 87 for details
of alphanumerics on the 5080.

Defining an alphanumeric field using call ASDFLD

This is a typical call to define an alphanumeric field:

/* Field-id Row Column Depth Width Type *x/
CALL ASDFLD(3, 14, 5, 1, 21, 2);

The six parameters have these meanings:
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3 The field identifier. Any later call that refers to the new field will use this
identifier (in other words, it is the name of the field). If a field with identifier
3 already exists, the new field replaces the old one.

14  The row in which the data of the alphanumeric field will start. The rows are
numbered from the top.

5 The column of the first data position in the field.
1 States that the field will have only 1 row.
21  Gives the width. It will be 21 columns across.

2 Specifies the type of the field - how it should be handled by the terminal.
These are the possible settings:

0 Unprotected alphanumeric. “Unprotected” means that the operator
may type data into the field.
1 Alphanumeric output, numeric input. Also unprotected - but the field

will accept numeric input only. If the terminal does not support this
feature, this setting is equivalent to 0.

2 Protected alphanumeric. The keyboard will lock if the operator tries
to type into the field.

3-6 Various types of light-pen field. The field will be sensitive to the
light-pen if the terminal has this feature.

Note that whereas the position of GDDM graphics on a page is defined in terms of
a device-independent user-chosen coordinate system (or the default coordinates of
100 by 100), alphanumeric fields are positioned in row/column coordinates.

Sending and Receiving alphanumeric data

To use a field for output, you must assign data to it. A typical statement would be:

CALL ASCPUT(3,21,'ENTER ACCOUNT NUMBER:'):;
/* Put data in field 3 */

This call requests GDDM to place 21 characters of data into the alphanumeric field
with field identifier 3.

When an unprotected field is sent to the screen (by issuing an ASREAD), the
terminal operator may type data into it. This data will be transmitted to the
program when the terminal operator presses ENTER (or causes any other
interrupt). The program may then retrieve the data with a call such as:

CALL ASCGET(4,5,ACCOUNT_NO) ; /* Retrieve data from field 4 */
This call requests GDDM to retrieve the data from field 4 and place the first 5

characters (typically the complete field) into the program variable called
ACCOUNT_NO.
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Breaking lines of alphanumeric text

Multiline fields can be created in two ways. You can define a field one line deep
but long enough to extend beyond the edge of the page. GDDM will wrap the field
around the screen and continue it on the next line, and on following lines if
necessary.

CALL ASDFLD(19,4,21,1,150,2); /* Field continues on lines 5 & 6 */

Or you can define the field to be narrow enough to fit onto the page, but more than
one line deep:

CALL ASDFLD(20,4,21,2,7,2); /* Field is 2 rows by 7 columns */

The data of such a multiline field is considered as one long string:

CALL ASCPUT(20,14,'AccountProgram'); /* Put data in 2-row field */

Field 20 will have its top left-hand corner character in row 4, column 21, and will
appear like this:

Account
Program

Were this field an input field, its contents would be retrieved by a call such as:

CALL ASCGET(20,14,INCHAR),

where INCHAR is the name of a character variable 14 bytes long.

Clearing an alphanumeric field using call ASFCLR

To clear the data from a single alphanumeric field, you can issue this call:

CALL ASCPUT(6,0,''); /* Assign null data to field 6 */
The previous content of field 6 will be replaced with null characters.

When there are several fields to be cleared, you may issue one of these calls:

CALL ASFCLR(O); /* Clear all unprotected fields */
CALL ASFCLR(1); /* Clear all protected fields */
CALL ASFCLR(2); /* Clear all fields */

Deleting an alphanumeric field

To delete a single alphanumeric field (as opposed to clearing its contents), you
must redefine it with a row-position of zero. This is a typical call:

/* Field-id Row Column Depth width Type */
CALL ASDFLD(3, 0, 0, 0, 0, 0);

After this call, field 8 will cease to exist.

To delete all the alphanumeric fields in the page (and the graphics too), you must
call FSPCLR (see “The page and page window” on page 93).
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Positioning and querying the alphanumeric cursor

You can set the position of the cursor with a call to ASFCUR. If the operator is
expected to type some information, it will probably be helpful to position the cursor
at the start of the first input field:

CALL ASFCUR(4,1,1); /* Position cursor at start of field 4 */

As you would expect, the first parameter is the field identifier. The other two
parameters specify the row and column position of the cursor within the field.

Alternatively, if you specify a value of 0 for the first parameter, the other two then
refer to the row and column position of the cursor within the page. For example:

CALL ASFCUR(0,20,1); /* Position cursor at start of row 20 */

You can query the cursor position, by using this call:

CALL ASQCUR(CODE,F_IDENT,ROW,COLUMN); /* Query cursor position */

If you set the first parameter (CODE) to 0, GDDM will set ROW and COLUMN to
the page coordinates of the cursor, that is, its row and column numbers within the
page.

If you set CODE to 1, the cursor position will be returned in field coordinates.
F_IDENT will be set to the alphanumeric field identifier and ROW and COLUMN
will give the row and column position within the field.

If field coordinates are requested but the cursor does not lie within a field,
F_IDENT will be set to 0 and page coordinates will be returned.

Where the above descriptions refer to the position of the cursor in the field, they
mean the field on the screen, as opposed to your program’s description of the field.
In most cases, there is a one-for-one relationship between each character position
of the field on the screen and each character position of the field in your program.
An exception to this, and the use of ASFCUR and ASQCUR in that context, are
described in “IBM 5550 multistation” on page 245.

Attribute bytes on 3270 terminals

The buffer in which a 3270-type terminal stores the data being displayed on the
screen has one position for each screen cell. The data for each alphanumeric field
is preceded in the buffer by a byte of information about the field’s attributes. The
screen position just before the actual data is therefore made inactive.
Consequently, it is not good practice to define two alphanumeric fields that are
horizontally adjacent. No error will result but the last byte of the field on the left
will lose its data and appear blank.

When the data position starts in the leftmost cell of a row, the attribute byte will
occupy the last cell of the previous row, making that cell inactive.

The representation in the buffer will include trailing attribute bytes to end each
field. The default setting for this trailing attribute is auto-skip, meaning that the
cursor will automatically jump to the next unprotected field when the current field
is filled. It is permissible for the attribute byte of one field to share the same cell
as the trailing attribute byte of the previous field. You need therefore allow only a
1-column gap between your alphanumeric fields.
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Alphanumeric attributes

There are two classes of GDDM alphanumeric attribute, field attributes that
affect the whole of an alphanumeric field and character attributes that affect

separately each character within a field.

Field attributes

These attributes affect the way the terminal handles the fields, and also their
appearance. There are a number of different attributes that you may set:

Type. This is the only attribute that has to be specified when the field is
defined by an ASDFLD call (see “Defining an alphanumeric field using call

ASDFLD” on page 75). It defines handling characteristics such as whether the
field is to be protected, and whether it is a light-pen field. The type attributes

can subsequently be altered by a call to ASFTYP.

For example:

CALL ASFTYP(21,2); /* Change field 21 to protected type */

These are the possible settings of the second parameter:

-1  Leave type as it is

Unprotected alphanumeric
Alphanumeric output, numeric input
Protected alphanumeric

Light-pen attention field

Light-pen selection field

Light-pen enter field

General light-pen field.
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